
论微服务架构及应用

历年真题

近年来，随着互联网行业的迅猛发展，公司或组织业务的不断扩张，需求的快速变化以

及用户量的不断增加，传统的单块（Monolithic）软件架构面临着越来越多的挑战，已逐渐

无法适应互联网时代对软件的要求。在这一背景下，微服务架构模式(Microservice

Architecture Pattern)逐渐流行，它强调将单一业务功能开发成微服务的形式，每个微服

务运行在一个进程中；采用 HTTP 等通用协议和轻量级 API 实现微服务之间的协作与通信。

这些微服务可以使用不同的开发语言以及不同数据存储技术，能够通过自动化部署工具独立

发布，并保持最低限制的集中式管理。

请围绕“论微服务架构及其应用”论题，依次从以下三个方面进行论述。

1．概要叙述你参与管理和开发的、采用微服务架构的软件开发项目及在其中所担任的

主要工作。

2．与单块架构相比较，微服务架构有哪些特点？请列举至少 4 个特点并进行说明。

3．结合你参与管理和开发的软件开发项目，描述该软件的架构，说明该架构是如何采

用微服务架构模式的，并说明在采用微服务架构后，在软件开发过程中遇到的实际问题和解

决方案。

我的范文

摘要

正文

目的

充分地分解应用程序以促进敏捷开发和部署。以拆分和服务化为基础，将海量用户产

生的大规模的访问流量进行分解，采用分而治之的方法，达成用户需要的功能指标，并同时

满足用户对高可用、高性能、可伸缩、可扩展和安全性的非功能质量的要求。

特点

1.微服务把每个职责单一的功能放在一个独立的服务中。

2.每个服务允许在一个独立的进程中。

3.每个服务有自己的数据存储，实际上，每个服务应该有自己独享的数据库、缓存、消

息队列等资源。

4.每个服务有多个实例在运行，每个实例可以运行在容器化平台内，达到平滑扩展伸缩

的效果。

5.每个服务应该有自己的运营平台，以及独享的运营人员，这包括技术运维和业务运营

人员。每个服务都高度自治，内部的变化对外透明。



6.每个服务都可根据性能需求独立的进行水平伸缩。

整体架构

在逻辑上，交通信息平台后端分为信息采集，信息处理，信息发布三个模块, 每个模块

按处理数据的不同, 又包含多个微服务, 因此我们将系统分为交通数据采集、交通部门信号

采集、路况数据处理、车位数据处理、路况数据发布、车位数据发布以及权限管理共 7 个微

服务, 同时将项目团队划分为 3 个小组. 根据功能的轻重缓急和工作量，安排各个微服务的

研发。每个小组负责一个或多个组件完整的生命周期，即服务谁开发，服务谁运营。最后各

个服务组件通过 RESTful HTTP 协议和消息路由功能进行服务组装。

治理框架. 选用的微服务治理框架为 Spring Cloud，其为一系列框架的有序集合。它利

用 Spring Boot 的开发便利性巧妙地简化了分布式系统基础设施的开发，如服务发现注册、

配置中心、消息总线、负载均衡、断路器、数据监控等，都可以用 Spring Boot 的开发风

格做到一键启动和部署。(在负载均衡方面, 我们主要支持随机、轮询、最少链接数的策略将

来自网络的请求随机分配给内部中的多个服务器)

Eureka 注册中心. 在每个微服务启动时，向 Eureka 注册中心进行注册，并维持心跳连

接，这样系统的维护人员就能够通过 Eureka Server 来监控系统中的各个微服务是否正常运

行，Spring Cloud 的一些其他模块就可以通过 Eureka Server 来发现系统中的其他微服务，

并执行相关的逻辑。/// 因为各个微服务部署时每次使用的 IP 并不一定固定，并且同一个

微服务可能有多个实例来实现同样的功能。使用注册中心可以将 IP 隐藏起来，让其他的微

服务通过固定的名字(服务名称)去调用这个微服务，就能够实现负载均衡和动态部署，当这

个微服务承受的压力过大时，再启动一个相同的实例并注册就能实现动态的横向扩容。

权限管理. 在微服务框架中，需要面向用户提供服务的是信息发布模块，其他模块只需

要满足微服务架构内部的调用。所以权限的管理统一放到网关(API GATEWAY)中，API 网关

通过 Zuul 实现，所有的外部请求都要经过网关，在网关中判断本次请求的合法性，并作出

响应。/// 由于微服务采用 RESTFUL 的通信模式，是无状态的(适用于传统单体应用的 shiro

此时不好使)，所以引入 JWT (JSON WEB TOKEN) 认证协议解决权限问题.



JWT 是一种用于双方之间传递安全信息的简洁的、UＲL 安全的表述性声明规范。JWT

鉴权流程如下，客户端在提交用户名密码后，服务端调用权限微服务验证用户是否存在，并

获取用户的角色信息，加入到 JWT 的负载中，服务端返回签名后的 JWT。客户端在之后的

访问中带上 JWT，服务端对 JWT 进行解析后，对其进行验签，验签通过则调用权限微服务，

根据 JWT 中带有的用户信息获取本次访问是否有对应的权限，并做出相应的响应。

前后端通信. 对于交通信息系统而言，最终目的是为道路交通参与人员提供交通信息服

务，获取相关信息的方式有多种，比如桌面客户端，移动客户端，浏览器端。对于这些不同

的用户终端而言，其数据展示形式是不同的，但是这些不同的数据展示形式都对应着同样的

信息或者若干种信息的有限种组合。这就要求后端只提供数据，而数据的视图在客户端生成。

所以对于不同的终端而言，后端要提供统一的数据格式与同一组数据内容，终端根据服务的

对象获取需要的数据，并进行展示。采用 RESTful API 进行前后端数据交换，使用 JSON 格

式传递数据，由于 JSON 的自解释性，能够减少前后端之间的耦合。

数据采集微服务群

交通数据由于来源的不同可以分为交警数据(视频卡口、微波、线圈和信号机等设备检

测运行产生的数据)、交通行业数据(出租车、网约车和公交车等的 GPS 数据)和泛交通相关

数据(运营商数据、天气和舆情等数据等).

交通信息采集的目的在于监测道路运行状况，通过采集的数据可以分析路段和交叉口运

行状态，预测交通事件发生为组织和诱导提供数据支持。对于多元的信息来源带来的数据异

构化问题可以将信息来源进行分类和归纳，拆分为不同的模块，使用不同的独立微服务来承

接数据，实现数据的接收与存储。/// 对于数据量较小的服务可以放到传统的数据库中，在

做好硬盘 raid 的情况下可以保证数据的安全。传统数据库分为关系型和非关系型数据库(还

有空间数据库)，可以根据存储数据的类型选择合适的数据库产品。对于数据量比较大的数

据，可以采用分布式文件系统来进行存储。通过低成本的机器集群，组成一个大容量，高可

用，具有容错能力的分布式文件系统。比如目前使用比较普遍的，开源的 hadoop 项目提

供的 HDFS 分布式文件存储系统。



数据处理微服务群

在数据处理层面，可以按照业务场景和处理数据的种类拆分为微服务，在每个微服务之

间留下接口，进行微服务之间的调用。数据处理微服务通过调用一个或多个数据采集微服务

获取原始数据, 再根据具体业务规则进行计算, 得到面向用户需求的一些具体指标和数据.

根据功能需求, 我设计了路况数据处理微服务、车位数据处理微服务、出行时间预测微服务、

事故查询微服务等.



信息发布

信息发布是交通信息系统的最后一个环节，信息发布有两种形式，推送和请求。推送是

当一条信息进入消息队列之后，对每一个曾经订阅过这条消息的终端进行推送。而请求则是

通过客户端对服务端 API 的资源请求，在经过请求合法性验证之后，由服务端向客户端返

回请求的数据。

微服务集群的部署

当传统的单体服务被拆分为微服务以后由于实例数量也从一个变成了多个，对项目的部

署与启动带来了挑战，所以引入容器化的方法来部署项目。

通过 docker 将每 一个微服 务打包成 一个能独 立运行的 容器，并 且通过

docker-compose 描述这些镜像之间的依赖关系，最终通过一个统一的入口，一步启动整个

微服务集群。/// 同时可以在保证后端微服务之间调用通畅的情况下不对外暴露端口，只将

需要对外提供服务的端口映射到物理机端口，实现将后端微服务隐藏起来的效果，从而保证

微服务集群的安全性。

问题和解决方案

在微服务实践中，我们主要遇到三个问题，一运维开销及成本增加，因为每个微服务需

独立运行，还可能采用多种语言环境，这将导致资源开销大(服务划分应尽量合理，不要划

分太细太多)；二代部分代码重复，某些底层功能需要被多个服务所用(采用公共模块的方式

提供底层服务)；第三个问题是难以可视化及全面测试，在动态环境下服务间的交互会产生

非常微妙的行为(通过监控发现生产环境的异常，进而快速回滚，弥补可测性不足的问题)。

端口对外暴露太多: docker 容器, 隐藏内部端口, 对外映射

服务太多启动麻烦: docker 容器, 一键部署
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