
x 数据访问层技术应用

历年真题

在信息系统的开发与建设中，分层设计是一种常见的架构设计方法，区分层次的目的是

为了实现“高内聚低耦合”的思想。分层设计能有效简化系统复杂性，使设计结构清晰，便

于提高复用能力和产品维护能力。一种常见的层次划分模型是将信息系统分为表现层、业务

逻辑层和数据访问层。信息系统一般以数据为中心，数据访问层的设计是系统设计中的重要

内容。数据访问层需要针对需求，提供对数据源读写的访问接口；在保障性能的前提下，数

据访问层应具有良好的封装性、可移植性，以及数据库无关性。

请围绕“论数据访问层设计技术及其应用”论题，依次从以下三个方面进行论述。

1．概要叙述你参与管理和开发的与数据访问层设计有关的软件项目，以及你在其中所

担任的主要工作。

2．详细论述常见的数据访问层设计技术及其所包含的主要内容。

3．结合你参与管理和开发的实际项目，具体说明采用了哪种数据访问层设计技术，并

叙述具体实施过程以及应用效果。

--------------------------------------------------------------------------

一、首先用 400-600 字的篇幅简要叙述作者参与开发的软件系统的概要和所担任的工作。

二、数据访问层的技术主要在于数据映射的问题如写 Hibernate 或 iBATIS 的应用。

相对 Hibernate“O/R”而言，iBATIS 是一种“Sql Mapping”的 ORM 实现。

Hibernate 是一个开放源代码的对象关系映射框架，它对 JDBC 进行了非常轻量级的对

象封装，它将 POJO 与数据库表建立映射关系，是一个全自动的 orm 框架，hibernate 可以

自动生成 SQL 语句，自动执行，使得 Java 程序员可以随心所欲的使用对象编程思维来操纵

数据库。

Hibernate 可以应用在任何使用 JDBC 的场合，既可以在 Java 的客户端程序使用，也可

以在Servlet/JSP的 Web应用中使用，最具革命意义的是，Hibernate可以在应用EJB的 J2EE

架构中取代 CMP，完成数据持久化的重任。

Hibernate 的调优方案：

制定合理的缓存策略；

尽量使用延迟加载特性；

采用合理的 Session 管理机制；

使用批量抓取，设定合理的批处理参数（batch_size）;

进行合理的 O/R 映射设计。

写作要点

摘要

正文

Hibernate

概念: Hibernate 是一个开放源代码的对象关系映射框架，它对 JDBC 进行了非常轻量



级的对象封装，它将 POJO 与数据库表建立映射关系，是一个全自动的 orm 框架，hibernate

可以自动生成 SQL 语句，自动执行，使得 Java 程序员可以随心所欲的使用对象编程思维来

操纵数据库。

适用场合: Hibernate 可以应用在任何使用 JDBC 的场合，既可以在 Java 的客户端程序

使用，也可以在 Servlet/JSP 的 Web 应用中使用，最具革命意义的是，Hibernate 可以在应

用 EJB 的 J2EE 架构中取代 CMP，完成数据持久化的重任。

JDBC:

ORM 对象/关系映射, 表中的每行对应于类的一个实例, 而每列的值对应于该实例的一

个属性.
缺点: 不同类型代码混淆, 可读性差,维护难/ SQL 不支持面向对象思维/ 错误运行时才

发现, 调试难

HQL

HQL 语言以面向对象的操作方式替代了关系语言(SQL).
HQL 语言是对持久化类进行操作的语言, 将持久化类的对象看作 SQL 语言中操作的表

名, 将对象的属性看作是 SQL 语言中操作的字段.
例: 灵活构造对象, 进行分组、排序等基本 SQL 语句的功能.

1. session 管理机制

SessionFactory 中保存了对象当前数据库配置的所有映射关系, 同时负责维护当前的二

级数据库缓存和 statement pool, 由于 SessionFactory 创建过程中系统的开销非常大, 因此

在一个应用中针对一个数据库设计一个 SessionFactory 实例. sessionFactory 是线程安全的,
多个并发线程可以同时访问一个 SessionFactory 并从中获取 Session 实例.

Session是hibernate持久化操作的基础, 提供了Hibernate的众多持久化方法, Hibernate
通过 session 来完成对对数据库的操作. 由于 Session 并非线程安全，如果多个线程同时使用

一个 Session 实例进行数据存取，则将会导致 Session 数据存取逻辑混乱。因此我们在设计

过程中, 严格保证一个 session 只可由一个线程使用.
例: 本交通信息包含 oracle和 postSQL两个数据库, 因此分别为这两个数据库单独创建

一个 SessionFactory. 爬取高德路况 API 时 , 建立多个线程 , 每个线程使用一个独立的

session.

2. 缓存管理

一级缓存：Session 缓存，它是属于事务范围的缓存，这一级别的缓存由 Hibernate 管

理的，一般情况下无需干预。显式执行 flush 之前，所有的持久层操作的数据都缓存在

session 对象处，位于缓存中的对象称为持久化对象, 它和数据库中的相关记录对应。Session
缓存可减少 Hibernate 应用程序访问数据库的频率。clear()将会清理掉 session 的缓存。

二级缓存: sessionFactory 缓存, 它是属于进程范围或群集范围的缓存，这一级别的缓存

可以进行配置和更改，并且可以动态加载和卸载。当 Hibernate 根据 ID访问数据对象的时

候，首先从 Session一级缓存中查；查不到，如果配置了二级缓存，那么从二级缓存中查；

查不到，再查询数据库，把结果按照 ID放入到缓存。对于经常使用的查询语句，如果启用

了查询缓存，当第一次执行查询语句时，Hibernate会把查询结果存放在第二缓存中。以后

再次执行该查询语句时，只需从缓存中获得查询结果，从而提高查询性能。适用于很少被修

改的数据.
例: 高德 API抓取的路况数量达到数百万, 因此当使用完对象后, 即时使用 clear清空缓

session 缓存. 由于人口、用地等数据比较固定, 因此启用二级缓存功能, 将这些不变的数据

放入 sessionFacotry 缓存, 从而提高查询性能.
3. 延迟加载



hibernate 支持延迟加载，也称为懒加载，在 hibernate 设置延迟加载后，hibernate 返

回给我们的对象（要延迟加载的对象）是一个代理对象，并不是真实的对象，该对象没有真

实对象的数据，只有真正需要用到对象数据（调用 getter 等方法时）时，才会触发 hibernate
去数据库查对应数据。当调用 Session 上的 load()方法加载一个实体时，会采用延迟加载。

例: 在本平台中, 定义了一些双向关系的类, (many to one) , 如一条道路名称对应多条

短的路段, 这些路段具有相同的道路名称, 但有着不同的车道数量、车道宽度等道路属性,
如未使用懒加载, 访问某道路对象时, 会将所有对应的路段记录的数据也一并查询后返回,
而后期只需要用到某些路段数据, 这就造成了资源的浪费. 因此使用懒加载, 当访问道路对

象时不进行 SQL 查询, 只有在使用对象数据时才访问数据库进行查询.
4. 批处理: fetch_size/batch_size

当查询的记录很多时, 系统不会一次性取出所有的数据, 而只会去取fetch size条数,

当遍历完这些记录后, 再取同样的条数. 这样可以大大节省了无谓的内存消耗. 当 Fetch

Size 设的越大，读数据库的次数越少，速度越快, 也不是越大越好, 经过测试, 取 50 时能

取得较好的查询性能. (mysql 不支持)

当对数据库进行批量插入、更新、删除时, 调整 batch_size 以控制向数据库发送 SQL 的
次数. 向数据库发送 sql 的次数越少，速度就越快. 经测试, 取 45 时性能较好.

5. O/R 映射设计

主键生成策略/ 多对一/
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