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一线架构师实践指南 

 
前辈推荐  
（以姓氏笔划为序） 

 

本书系统介绍了当前软件架构设计领域先进的 ADMEMS 方法体系，并以作者十余年来在软

件开发实践和研究中积累的丰富经验，在论述架构设计不同阶段的分析方法与设计技术的同时，

给出了相应的实践策略、实践套路及有用的设计案例。本书具有极强的实用性，不但是一线架构

师及希望成为软件架构师者的福音，对我国软件业界在软件架构相关方面的研究工作也有一定的

推动作用。值得一提的是，本书文笔生动，深入浅出，议论充满睿智，读来常令人有如沐春风之

感，在技术类书籍中也是不可多得的。 

——杨晋兴 中航集团公司 631研究所研究员  前系统软件室主任 

作者在本书中提出了 ADMEMS 架构设计方法学，特别是详细论述了逻辑架构设计的 10 条

经验，以及基于鲁棒图进行初步设计的 10 条经验。这些经验既是作者亲身的实践总结，又概括

了业界的有效实践。作者还运用贯穿案例、大型网站案例等形式，将实践经验与原理整合起来，

以帮助读者理解和掌握 ADMEMS 架构设计方法学的精髓。本书不仅生动地反映出作者的创造性

思维和对学术的刻苦耕耘，又反映出作者对架构学的崇高历史责任感。我相信本书的出版，不仅

对架构师们有很好的参考价值，而且对推动架构学界的深入研究具有重要意义。 

——周伯生 北航计算机学院教授  博士生导师  美国 SDPS 学会院士 

编写一套软件系统并不困难，但要编写一套优质、高效的软件系统却是极大的挑战。一套优

质的软件需合理设计，功能需求、未来应用环境、硬体组合、数据处理要求、计算逻辑、用户分

布、使用习惯等多方面因素都是系统架构师在软件工程的设计阶段要思考及解决的问题。软件工

程的架构师犹如建造工程的建筑师一样，一些建筑师能够最终成为“大师”，主要是他们的建筑

设计除了能够满足应用需求外，还能结合周边环境，拥有独特的组合理念和创意。把握软件的架

构设计技巧和方法，才能够带出软件创新的成果。《一线架构师实践指南》提供从业人员这方面

的信息，透过简易的说明和分析，让读者理解如何才能够客观地为客户设计高效和优质的计算机

软件，是成为真正软件工程师的第一步，是未来软件大师的实践指南。 

——黄绍良 南开大学软件学院  教授 



 

一线架构师实践指南 

 
专家推荐  
（以姓氏笔划为序） 

 

架构师不仅仅是名片上的一个头衔，他本人必须在熟悉客户须要做什么的基础上，伏下身子

带领各个开发团队攻克难题并优化系统组成间的关联。架构师不应是单纯的界面设计人员——只

能出产幻灯片和插图；他应能用系统而缜密的步骤帮助团队完成更“好”的产出。很喜欢读温先

生对于架构设计的著作，对本书“一线”的概念更加推崇，毕竟没有“一线”就直接去尝试所谓

的“宏观”、“超大”似乎不够稳妥。 

——王翔 全国海关信息中心  高级技术架构师 

什么是软件架构？目前似乎没有标准的答案，它的本质是给一个软件系统做一个蓝图

式的表述。面对这类表述，我们可以有多种方式进行概念抽象和细节忽视，就像给现实世

界作画（也是一种蓝图方法），可以使用各种方法，如：写实，素描……。我们还可以形

成不同风格，如：抽象派、印象派……。温昱先生在介绍了“方法体系”的基础上，给出

了自己关于软件架构的方法和看法，很值得有志成为“一线架构师”的人士学习和借鉴。 

——左春 中科软科技股份有限公司总裁  中科院软件所研究员 

架构是什么，每个人都可以说上两句，但是很少有人能说得清楚。如何做架构呢？大

家都知道其无比重要，但是大部分人还是一头雾水、不知所措。怎么讲架构呢？晦涩难懂，

两分钟就能让人进入梦乡的比比皆是，把架构讲得像故事，读起来让人感觉津津有味、流

连忘返的书真是世间少有。 

《一线架构师实践指南》正是这样一本书，对于那些有志于成为架构师的人来说，它

既是思想的启蒙者，又是行动的指导者，让你在不知不觉中学习、成长。如果还认为架构

是那么高深莫测、遥不可及，你不妨看看它。 

——齐书阳 《软件世界》杂志社  主编 
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一线架构师实践指南 

 

初识温昱老师是在 2007 年一场由他主讲的“软件架构师”的培训会上，他对软件架构的

独到理解及实际经验形成的贯穿案例给我留下了深刻的印象。 

两年来，我和我的团队应用了温老师的一些方法来开发电信行业无线网优平台这个大型平

台软件，目前已经取得初步成功。在这个平台中，概念性架构设计、5 视图法细化架构设计等

方法都在团队中达成统一认识，并较好地应用在实际工作中，特别是非功能需求设计的方法在

用户话单分析和无线测量报告等海量数据处理方面的实践取得了明显的成效。 

《一线架构师实践指南》一书秉承作者在架构设计上注重方法、注重实践的一贯思想，围

绕“需求进、架构出”全过程实践指导的方法体系，对软件架构设计的三个阶段一个贯穿环节

进行了详尽的描述，其中无处不在的案例对 ADMEMS 体系做了生动的描述和分析，确实是一

本在架构设计领域具有实践指导意义的、难得的好书。 

每天忙碌于软件设计的和程序开发的软件业朋友们，不妨停下脚步来用心拜读一下这本

书，它会从多个视角告诉你在不同阶段应该做什么样的事情，相信大家会受益匪浅。 

——杜海亮 天元网络公司  副总工程师 

作为一名软件工程和架构设计的实践者，我追求构建“可靠、适用和易扩展”的系统，应用

适当的技术、工具和方法来解决实际项目中的需求和问题。本书提供了丰富而实用的理论和技术

实践策略，既适合初学者学习也适合经验丰富的软件工作者深入体会，具有很高的参考价值。 

——李胜利 东方电子资深架构师  高级项目经理 

一口气将《一线架构师实践指南》专家评荐版阅读完，感觉意犹未尽。针对软件架构设计

相对“神秘”、“高深莫测”来讲，急需方法论使之有章可循。这本书正是在架构设计的方法论

方面、设计细节量化方面、设计应采取的原则方面都做了针对性总结和概括，具有重大的实践

指导意义和推广价值，为一线架构师不可多得的理论指导书！ 

——李哲洙 东软集团电信事业部研发二部部长 

资深咨询顾问  东北大学客座讲师 

《一线架构师实践指南》一书，深入浅出，对中大型系统的架构设计起到了航标灯的作用，

不仅解决了资深架构师的困惑，而且对新手具有重大的指导意义。它把抽象的理论落实到实际

的可操作的范围，令人折服。 

——宋英 西门子公司  资深 IT 专家 
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一线架构师实践指南 

软件架构设计很难，难在只能意会，很难言传。 

本书作者不但具有丰富的架构设计方面的理论知识，而且有多年的架构设计和咨询实践经

验。基于这些理论知识和实践经验，作者形成了关于架构设计方面的核心主张，并且提出了非

常具有指导和实践意义的方法体系——ADMEMS。细细体会这些核心主张和 ADMEMS 方法，

发现似曾相识，特别有共鸣。原来我们在平时的架构设计中，竟不知不觉地在使用这些主张和

方法，但是没有总结出来。本书作者的高明，在于系统地总结和抽象，在于言传。 

我非常愿意向读者推荐此书，因为本书是从实践中来的，自然可以很好地运用到实践中去，

具有很高的实践指南价值。 

——宋兴烈 起步科技  总工程师 

在软件行业，“架构”是一个很时髦的词汇，架构师是很多年轻人梦寐以求的“金领”职

位。遗憾的是，对于如何培养出优秀的架构师，特别是如何指导架构师进行设计实践的书籍很

少。8 年前，我就开始从事软件架构领域的研究与实践，阅读了不少文献，但直到读了温昱先

生的这本书后，才悟出“架构实践”的内涵，才真正知道该如何实现“需求进，架构出”的过

程。 该书对于一个架构设计老兵尚且有此帮助，更何况新手呢？ 

——张友生博士 希赛网首席架构师  希赛教育首席专家 

经常同温昱老师深入交流架构设计对产品和系统质量保证的影响，温老师在架构设计的理论

与实践方面有深厚的功底和丰富的经验，他多年磨练的解决实际问题的精湛能力给企业和用户带

来了很大的收益。《一线架构师实践指南》的出版，是架构设计实践领域的突破，相信书中丰富

实用的案例、深入浅出的理论、清晰流畅的表达，以及耐人寻味的故事会让读者回味无穷。 

——陈渌萍 中国软件评测中心  技术总监 

本书是温昱先生继《软件架构设计》之后的又一力作，实属原创中文软件架构图书中的奇

葩。这两部姊妹篇，将作者多年来在软件架构设计方面的实践经验与独到见解，用中国程序员

能接受的讲解方式，逐一展现给读者。《一线架构师实践指南》所讲述的方法原理和实践经验，

对指导架构设计实践具有非常实用的参考价值。 

——罗景文 IBM developerWorks 中国网站 

架构是科学，也是艺术，本书化架构的艺术为科学，让架构变成可被传承可被学习的科学。

无论你已经是架构师，还是想成为架构师，你都应该将这本书摆在床头，经常翻阅，并且按照

书上的方法指南实践，直到将架构方法烂熟于胸，这样你也能像温昱那样成为一个优秀的架构

师，设计架构的时候得心应手。 

——周恒 IBM 高级架构师 
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一线架构师实践指南 

温昱先生是我过去的同事，他的协助和在项目中对架构炉火纯青的运用使我受益匪浅。我

向来认为“架构师”分量很重，并非在个别项目中运用了一些软件架构的思想或设计模式就能

称为“架构师”。只有从实践中来，再将架构理论运用于实践，才能真正称为理解了“架构”，

而温昱先生就是个中翘楚。非常喜欢读他的书，并乐于向大家推荐。 

——须泽中博士 日本贝赛莱多媒体信息技术有限公司  软件部部长 

看了温昱的这本《一线架构师实践指南》，我不由得想起自己经常分享的总结：“我们并不

缺乏软件工程的方法，真正缺乏的是在实践中有效地组合应用它们的体系”，需求工程是这样，

架构设计也是这样。而 ADMEMS 正是架构领域的指路明灯，它架构在成熟方法论这一巨人上，

构建在作者多年来跨不同领域、不同平台的架构设计经验的基础上。 

正如作者在书中所说的那样，架构是一门艺术；何为艺术呢？艺术是源于生活、高于生活

的东西；换句话说，没有真实的生活体验就没有艺术。本书中那些让人倍感亲切的场景，毫不

陌生的困惑，都使得这本书更加贴近实践，更容易让读者在实践中有效地应用本书所介绍的方

法，也更加符合“艺术”的定义。 

相信所有从事软件架构设计、详细设计、开发工作的从业人员都能够从本书中获得清晰的

思路、可行的方法；因此我强烈推荐大家不要错过这本难得的“内功心法”。 

——徐锋 独立咨询顾问  需求过程框架 SERU 创始人  CSAI 首席顾问  

架构设计对项目至关重要，做好非常不易；相关理论和书籍不少，真正实用的则不多，温

昱先生大作是个中翘楚。作者集 10 多年实践和研究，形成一套实用性强、非学院式的体系，

对做好架构设计富有指导价值。书中的三阶段理论、结构化需求与约束分析等不少概念一经指

出让人有茅塞顿开之感。书中有很实用的操作技巧，值得每一个架构师反复学习和操练，领会

之后定会让您的架构设计更上一层楼。 

——董振江 中兴通讯业务研究院 副院长 

温昱是《程序员》杂志的作者，也是我们 SD2.0 大会邀请的讲师。几年来，CSDN 和他保

持着良好的合作关系，而我在合作过程中也逐渐了解了他在架构方面的经验和积累。中国从来

不缺理论家，中国软件领域尤其不缺理论家，我们缺少的是来自第一线、将实践经验提升到理

论高度再反馈回实践的人。温昱就是这样一个人，他的《一线架构师实践指南》，也是这样一

本书。我乐意向架构师或有志于成为架构师的读者推荐这本书。 

——韩磊 CSDN 总编辑 
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一线架构师实践指南 

架构师是一种神秘的职业，成为一名合格的架构师是每个开发者的梦想。成为合格的架构

师难在预见系统问题的思考方式，温昱将多年架构经历积累而成的宝贵经验传授给我们，非常

难得。书中既有架构各个阶段的方法论指导，又有软件和网站架构的实战演练，是成为合格架

构师必备的指南。 

——曾登高 CSDN 技术总监 

本书针对新老架构设计人员在实际工作中经常遇到的困惑，结合对典型案例的分析，以

ADMEMS 方法由浅入深地给出了相应的对策，实战性极强。本人认为此书实乃业界相关书籍

中的一朵奇葩，强烈建议新老架构设计人员人手一本，作为将来工作中的指导参考用书。 

——靳向阳 加拿大 IBM 软件工程师 



 

 

序 

方法之于个人，乃至软件业，都是至关重要的。对架构新手，方法是陌生之地的指路明

灯，避免架构设计者不知所措（这很常见）；对架构老手，方法是使经验得以充分发挥的思

维框架，指导架构设计者摆脱“害怕下一个项目”的心理和“思维毫无章法”的状态；对软

件业而言，方法是整个产业“上升一个层次”的“内功”，没有“内功”为基础，单靠“外

力”促进软件产业升级是不现实的。 

本书致力于为一线架构师，以及软件企业提供务实有效的架构设计方法指导。 

为什么这么多架构师总是抱怨需求呢？因为不少架构师不懂需求，而更多架构师缺乏需

求的大局观。为此，可以看看本书【第 1 部分 Pre-architecture 阶段】的“ADMEMS 矩阵方

法”、以及“约束性需求的四种类型”等内容。 

设计稳定的架构，首要的一点是什么呢？是概念架构必须稳定。为此，可以看看本书【第

2 部分 Conceptual Architecture 阶段】是如何展开阐述“重大需求塑造概念架构”的。 

如何更合理地将系统切分为子系统呢？答案是遵循职责分离原则、通用专用分离原则、

技能分离原则、工作量均衡原则等设计思想的要求。本书【第 3 部分 Refined Architecture

阶段】讲解了分层的细化、分区的引入、机制的提取等实践技巧。 

回顾过去，我在金融、航空、多媒体、电信、中间件平台等领域的职业经历中，幸运地

遇到了很多良师益友，他们的智慧和无私使我受益匪浅；近几年，在软件企业一线开展架构

培训与咨询工作时，认真务实的客户让我进一步开阔了视野，了解了软件业一线的现状……
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第 1章    
绪  论 

软件架构在不断发展，但它仍然是一个尚不成熟的学科。 

——Len Bass，《软件构架实践（第 2 版）》 

推动软件工程研究不断发展的，常是实际生产或使用软件时遇到的

难题（Software engineering research is often motivated by problems 
that arise in the production and use of real-world software.）。 

——Mary Shaw，《The Golden Age of Software Architecture》 

架构设计能力，因掌握起来困难而显得珍贵。 

本章概括一线架构师经常面对的实践困惑，并点出 ADMEMS 方法的应对之策。 

1.1  一线架构师：6个经典困惑 

一线架构师经常面对的实践困惑，可以用图 1-1 来概括。其中，涉及了“4 个实际问题的困

惑”，以及“两个职业发展的困惑”。 

 

图 1-1  一线架构师的 6 个经典困惑 
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1.2  本书的 4个核心主张 

画龙须点睛。 

在介绍具体方法之前，先来阐释本书的 4 个核心主张： 

 方法体系是大趋势。 

 质疑驱动的架构设计。 

 多阶段方法。 

 内置最佳实践的方法。 

这 4 个核心主张可帮助读者领会 ADMEMS 方法之精髓。 

1.2.1  方法体系是大趋势 

单一方法已捉襟见肘。一线架构师真正需要的，是覆盖“需求进，架构出”全过程的实践指

导——只有综合了不同方法优点的“方法体系”才堪此重任。本书认为，方法体系必然是软件业

界未来发展的重大趋势之一。 

本书将要系统介绍的方法体系的名字——ADMEMS，正是“Architectural Design Method has 

been Extended to Method System”的缩写。是的，ADMEMS 方法不是“单一方法”，而是由多个

各具特点的方法组成的“方法体系”。ADMEMS 方法通过它的名字亮明了其核心主张。 

ADMEMS 方法命名由来 

ADMEMS 是“Architectural Design Method has been Extended to Method 

System（架构设计方法已经扩展到方法体系）”的缩写。 

1.2.2  质疑驱动的架构设计 

从根本上讲，架构设计毫无疑问是需求驱动的，而不是模型驱动的。 

但需求驱动的说法不太传神——当你很清楚需求却依然设计不出架构时，就足以说明“需求

驱动的架构设计”的总结还“缺点儿什么”。 

架构设计是一门艺术，你不可能把“一桶需求”倒进某台神奇的机器，然后等着架构设计自

动被“加工生产”完毕，因此“需求驱动的架构设计”的总结给架构师的启发不够。 

缺点儿什么呢？答案是缺“人的因素”、“架构师的因素”！ 

本书将不断阐释架构设计实际上是个“质疑驱动的过程”：需求，被架构师的大脑（而不是
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自动）有节奏地引入架构设计一波接一波的思维活动中。例如，作为架构师，当你的架构设计进

行到一半时，你可以明显感觉到：这个架构设计的中间成果，还须要进一步通过“质疑”引入更

多“质量属性”，以及“特殊功能场景”来驱动后续架构设计工作的开展。 

在保留“需求驱动的架构设计”所有正确内涵的同时，“质疑驱动的架构设计”告诉架构师：

你的头脑，才是架构设计全过程的发动机。质疑意识，是架构师最宝贵的意识之一。 

至于有的专家提倡的“用例驱动的架构设计”观点，则有严重缺陷，3 句话足以揭示这一点： 

 需求 = 功能 + 质量 + 约束。 

 用例是功能需求的实际标准。 

 用例涉及、但不涵盖非功能需求。 

1.2.3  多阶段还是多视图？ 

架构设计的多视图方法很重要，但是，架构设计方法首先应当是多阶段的，其次才是多视图

的。如图 1-2 所示。 

 

图 1-2  架构设计方法首先应当是多阶段的，其次才是多视图的 

一句话，先做后做——这叫阶段（Phase），齐头并进——这叫视图（View）。 

本书认为，任何好的方法（不局限于软件领域），都必须以时间为轴来组织，因为这样才最

利于指导实践。 

架构设计只需多视图方法，看上去很美，其实并不足够。实际上，大量一线架构师早已感觉

到多视图方法的“不足够”。例如，想想投标： 

 一方面，投标时，要提供和讲解《方案建议书》，其中涉及架构的内容。 

 另一方面，团队并行开发时，需要《架构设计文档》供多方涉众使用。 

 但是，投标时讲的“架构”和并行开发时作为基础的“架构”在同一个抽象层次上吗？
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绝不可能。前者叫概念架构，后者叫细化架构。如果投标失败，细化架构设计根本就

不须要做了。 

 结论，概念架构设计和细化架构设计，是两个架构阶段，不是两个架构视图。 

1.2.4  内置最佳实践 

方法不应该是个空框框，应融入最佳实践经验。相信业界很多专家都正朝着这个方向迈进。 

ADMEMS 方法中融入了笔者的哪些实践经验呢？仅举几例： 

 逻辑架构设计的 10 条经验（如图 1-3 所示）。 

 质疑驱动的逻辑架构设计整体思路（如图 1-4 所示）。 

 基于鲁棒图进行初步设计的 10 条经验。 

 ADMEMS 矩阵方法。 

 约束的 4 大类型。 

 …… 

  

图 1-3  逻辑架构设计的 10 条经验            图 1-4  质疑驱动的逻辑架构设计整体思路 
 

1.3  ADMEMS方法体系：3个阶段，1个贯穿环节 

作为方法体系，ADMEMS 方法通过 3 个阶段和 1 个贯穿环节，来覆盖“需求进，架构出”

的架构设计完整工作内容。 

图 1-5 说明了“3 个阶段”在整个方法体系中的位置。具体而言： 
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 预备架构（Pre-architecture）阶段（简称 PA 阶段）。 

 最大误区：架构师是技术人员不必懂需求。 

 实践要点：摒弃“需求列表”方式，建立二维需求观。 

 思维工具：ADMEMS 矩阵等。 

 概念架构（Conceptual Architecture）阶段（简称 CA 阶段）。 

 最大误区：概念架构 = 理想设计。 

 实践要点：重大需求塑造概念架构。 

 思维工具：鲁棒图、目标-场景-决策表等。 

 细化架构（Refined Architecture）阶段（简称 RA 阶段）。 

 最大误区：架构 = 模块 + 接口。 

 实践要点：贴近实践的 5 视图法。 

 思维工具：包图、包-接口图、灰盒包图、序列图、目标-场景-决策表等。 

 

图 1-5  ADMEMS 方法体系包含 3 个阶段 

值得强调的是，上述 3 个阶段之间的先后顺序有极大的实际意义，否则就不能称其为“阶

段”了： 

 试想，在 Pre-architecture 阶段对需求理解不全面（例如遗漏了需求）、不深入（例如没

有发现“高性能”和“可扩展”是两个存在矛盾的质量属性），后续设计怎会合理？ 

 试想，Conceptual Architecture 阶段的概念架构设计成果没有反映系统的特点就“冲”

去做 Refined Architecture 设计，是不是必然造成更多的设计返工？ 

“1 个贯穿环节”，指的是对非功能目标的考虑。 

1.3.1  Pre-architecture阶段：ADMEMS矩阵方法 

Pre-architecture 阶段的使命，可以概括为一句话：全面理解需求，从而把握需求特点，进

而确定架构设计驱动力。其中，ADMEMS 矩阵居于方法的核心。 
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“ADMEMS 矩阵”又称为“需求层次-需求方面矩阵”（如表 1-1 所示），帮助架构师告别

需求列表的陈旧方式，顺利过渡到二维需求观，借此避免遗漏需求、并进一步理清需求间关系和

发现衍生需求。 

表 1-1  ADMEMS 矩阵的基础是二维需求观 
 功能 质量 约束 

技术性约束 遗留系统集成 

法规性约束 标准性约束 

技术趋势 分批实施 
组织需求 业务目标 快、好、省 

竞争因素与竞争对手 

用户需求 用户需求 运行期质量 

用户群特点 

用户水平 

多国语言 

开发需求 行为需求 开发期质量 

开发团队技术水平      开发团队磨合程度 

开发团队分布情况      开发团队业务知识 

管理：保密要求        管理：产品规划 

安装                  维护 

1.3.2  Conceptual Architecture阶段：重大需求塑造做概念架构 

概念架构 ≠ 理想化架构。所以，必须考虑包括功能、质量、约束在内的所有方面的需求。

图 1-6 说明了 ADMEMS 方法推荐的概念架构设计的高层步骤。 

 

图 1-6  ADMEMS 方法推荐的概念架构设计做法 
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1.3.3  Refined Architecture阶段：落地的 5视图方法 

细化架构是相对于概念架构而言的。细化架构阶段的总体方法为 5 视图方法，如图 1-7 所示。 

 

图 1-7  5 视图法：ADMEMS 方法的一部分 

许多架构师，言架构则必谈 OO。在他们的思想里，认为 OO 方法已完整涵盖了架构设计的

所有方法和技巧。这种看法是相当片面的。 

分析图 1-7。若 OO 方法已涵盖架构设计的全部，那么 5 视图方法所涉及的逻辑架构、物理

架构、开发架构、运行架构、数据架构，都应全面受到 OO 方法的指导，然而实际上并不是这样。

正如图中所标明的，物理架构、开发架构、运行架构和数据架构这 4 个架构视图，分别是面向节

点、面向文件、面向控制流和面向 Table（或文件）的——也就是说，一般认为这 4 个架构视图

主要的思维并非 OO 思维。另一方面，即使是逻辑架构的设计，也未必都是以 OO 方法为指导的。

例如，大量嵌入式软件和系统软件还是以 C 语言为主要开发语言，其逻辑架构设计会以结构化方

法为指导。如此看来，倒是将逻辑架构设计总结为“面向职责”更贴近本质。 

1.3.4  持续关注非功能需求：“目标-场景-决策”表方法 

非功能需求不可能是“速决战”，连编码都会影响到性能等非功能属性，更何况概念架构设

计和细化架构设计。 

作为 ADMEMS 方法应对非功能需求的思维工具，目标-场景-决策表将架构师的思维可视化

了。例如，如表 1-2 所示的目标-场景-决策表，揭示了大型网站高性能设计策略背后的理性思维。 
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表 1-2  目标-场景-决策表：揭示大型网站高性能设计策略背后的理性思维 

目标 场    景 决   策 
 客户端，重复请求页面，Web 服务器请求数多负载压力大  代理服务器 

 客户端，重复请求页面，页面生成逻辑重复执行 Html 静态化 

 客户请求，来自不同 ISP，页面跨网络传递慢  内容分发网络 

 客户端，大量请求图片资源，Web 服务器压力大 
 客户端，大量请求图片资源，Web 服务器无法专门优化  图片服务器 

 程序，大量申请数据，硬盘 IO 压力大 
 程序，申请不同数据，DBMS 缓存低效  数据库拆分 

性能 

 （环境：部署多个 DBMS 实例） 
程序，更新数据，数据复制开销大  数据库读写分离 

1.4  如何运用本书解决“6大困惑” 

至此，我们已走马观花地了解了本书要讲的 ADMEMS 方法的特点。那么，如何运用本书解

决章首提到的“6 大困惑”呢？ 

如图 1-8 所示，针对 6 个困惑分别给出了阅读路线图。 

 

图 1-8  针对 6 个困惑，不同的阅读路线图 

例如，如果你是一个已有一定实践经验的架构师，希望更加合理地对系统进行模块切分，请

关注“第 3 部分 Refined Architecture 阶段”。你将了解到，划分子系统的 4 大原则（如图 1-9 所

示）： 

 职责分离原则。 

 通用专用分离原则。 
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 技能分离原则。 

 工作量均衡原则。 

 

图 1-9  第 3 部分 Refined Architecture 阶段：划分子系统的 4 大原则 

其他问题的解决思路在此不再展开叙述，请大家参照“路线图”阅读相应章节。 
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                        第 4章 
需求结构化与分析约束影响 

心念不同，判断力自然不同。 

——严定暹，《格局决定结局》 

全面认识需求，是生产出高质量软件所必须的“第一项修炼”。 

——温昱，《软件架构设计》 

ADMEMS 方法的 Pre-architecture 阶段包括 4 个步骤，本章讲解前两步： 

 第 1 步，需求结构化。 

 第 2 步，分析约束影响。 

4.1  为什么必须进行需求结构化 

需求是有结构的。 

许多实践者不懂得这一点，更不知如何“主动运用”这一点。在他们眼中，架构设计要应对

的需求往往是又多又乱的，而且遗漏了关键需求也发现不了…… 

相反，有经验的架构师懂得运用需求的结构。他们能够将复杂的需求集合梳理得井井有条，

为进一步分析不同需求之间的联系（作为权衡折衷的依据）、识别遗漏的重要需求打下坚实基础。 

Pre-architecture 阶段要求进行需求结构化，这代表着 ADMEMS 方法更贴近一线架构设计的

真实实践。通过 ADMEMS 矩阵这种思维工具，可以全面理解需求的各个层次、各个方面，更为

分析需求之间关系、识别遗漏需求、发现延伸需求奠定基础。通过形象的“物体归类”隐喻（如

图 4-1 所示）可以加深对需求结构化工作的理解。 
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图 4-1  需求结构化的隐喻 

4.2  用 ADMEMS矩阵方法进行需求结构化 

那么，需求结构化要怎么做呢？ 

第一，绝对不能认为《软件需求规格说明书》就是需求的全部。 

第二，运用 ADMEMS 矩阵方法。 

4.2.1  范围：超越《软件需求规格说明书》 

首先，需求文档常常不够全面，所有有经验的架构师都重视需求文档，但不应该“唯需求文

档是瞻”。 

其次，需求变更经常发生，“依赖且仅依赖需求文档”不够聪明，使架构设计工作非常被动。 

既然架构师必须“对需求进行理性的、有针对性地权衡、取舍、补充”，那么“作为架构设

计驱动力的需求因素”和“供甲方确认的《软件需求规格说明书》”之间就必然不能“划等号”。 

所以，架构师要通过需求结构化真正全面地“鸟瞰”需求大局，就必须超越《软件需求规格

说明书》。 

还有一个重大意义在于，只有摆脱对《软件需求规格说明书》提交时间、文档质量、内容变

更的“呆板依赖”，才有可能尽早开始架构设计（请参考第 3 章中“尽早开始架构设计”一节）。 

4.2.2  工具：ADMEMS矩阵 

矩阵，是很多著名方法的核心。例如，制定公司层战略的方法之一是“波士顿矩阵”，“波士

顿矩阵”又称“市场增长率—相对市场份额矩阵”。 

本书推荐的核心工具之一就是“ADMEMS 矩阵”，它又称为“需求层次—需求方面矩阵”。

如表 4-1 所示。 
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表 4-1  ADMEMS 矩阵（需求层次—需求方面矩阵） 
 广义功能 质量 约束 

技术性约束 遗留系统集成 

法规性约束 标准性约束 

技术趋势 分批实施 
组织需求 业务目标 快、好、省 

竞争因素与竞争对手 

用户需求 用户需求 运行期质量 

用户群特点 

用户水平 

多国语言 

开发需求 行为需求 开发期质量 

开发团队技术水平      开发团队磨合程度 

开发团队分布情况      开发团队业务知识 

管理：保密要求        管理：产品规划 

安装                  维护 

首先，需求是分层次的。一个成功的软件系统，对客户高层而言能够帮助他们达到业务目标，

这些目标就是客户高层眼中的需求；对实际使用系统的最终用户而言，系统提供的功能能够辅助

他们完成日常工作，这些功能就是最终用户眼中的需求；对开发者而言，有着更多用户没有觉察

到的“需求”要实现…… 

也就是说，从“不同层次的涉众提出需求所站的立场不同”的角度，把需求划分为 3 种类型，

这就是需求的 3 个层次： 

业务需求：组织要达到的目标。 

用户需求：用户使用系统来做什么。 

行为需求：开发人员须要实现什么。 

其次，需求还必须从不同方面进行考虑。例如，一个网上书店系统的功能需求可能包括“浏

览书目”、“下订单”、“跟踪订单状态”、“为书籍打分”等，质量属性需求包括“互操作性”和“安

全性”等，而“必须运行于 Linux 平台之上”属于约束性需求之列。实践一再表明，忽视质量属

性和约束性需求，常常导致架构设计最终失败。 

于是，从“需求定义了直接目标还是间接限制”的角度，把需求划分为 3 种类型，这就是需

求的 3 个方面： 

功能需求：更多体现各级直接目标要求。 

质量属性：运行期质量 + 开发期质量。 

约束需求：业务环境因素 + 使用环境因素 + 构建环境因素 + 技术环境因素。 

一句话，需求是有结构的。而且，需求的结构绝对不是“List”，而应该是“二维数组”。 

用 ADMEMS 矩阵方法进行需求结构化，非常直观。作为一种思维工具，ADMEMS 矩阵背

后的原理是“二维需求观”，这是“需求列表”这种“一维需求观”所不及的。这就好比程序设

计选择了不合适的数据结构，那么功能的实现就要多费周折——既然 List、Tree、Graph 等数据
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结构大家都了解，用此作为类比再合适不过了。 

结构化是控制复杂性的好办法。例如一个会计师，如果他的办公桌上凌乱地堆满了曲别针、

铅笔、硬币……他会因为“东西多”而怎么也找不到某样东西。相反，将不同物品梳脉理络、分

门别类地进行“摆放”，就不会丢东忘西（如图 4-2 所示）。 

 
图 4-2  结构化：分门别类地进行“摆放” 

很奇妙，进行需求结构化之后，架构师会感觉“需求变少了”——其实，需求没有变少，但

复杂性却得到了控制。“需求变少了”的最大好处是，架构师可以比原来轻易得多地发现遗漏需

求。 

上述方法的运用，请参考本章第 7 节“大型 B2C 网站案例：需求结构化与分析约束影响”。 

4.3  为什么必须分析约束影响 

风险有个恼人的特点：一旦你忘了它，它就会找上门来制造麻烦。 

对于架构设计而言，来自方方面面的约束性需求中潜藏了大量风险因素。所以，有经验的架

构师都懂得主动分析约束影响，识别架构影响因素，以便在架构设计中引入相应决策予以应对。 

同样，Pre-architecture 阶段明确要求必须分析约束影响。背鳍下面是不是一条鲨鱼？约束性

需求中，是不是潜藏了风险因素？如图 4-3 所示的隐喻，点明了分析约束影响的要义：尽早识别

风险。 

 
图 4-3  分析约束影响的隐喻 
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4.4  ADMEMS方法的“约束分类理论” 

那么，分析约束影响应当怎么做呢？ 

首先，我们要进行约束分类方式的革新，使它符合实践的需要。 

总体而言，业界对约束性需求的重视和研究不够，而 ADMEMS 方法不仅注意到了约束对架

构设计的重大影响，还强调约束分类理论应该直接体现“这些约束来自于哪些涉众”。如表 4-2

所示，4 类约束在 ADMEMS 矩阵中的位置清楚地表明：业务环境、使用环境、构建环境应分别

考虑客户组织、用户、开发方这 3 类涉众，而技术环境则和 3 类涉众都有关。 

表 4-2  4 类约束在 ADMEMS 矩阵中的位置 
 广义功能 质量 约束 

技术性约束 遗留系统集成 

法规性约束 标准型约束 

技术趋势 分批实施 
组织需求 

业务目标 
快好省 

竞争因素与竞争对手 

用户需求 用户需求 运行期质量 

用户群特点 

用户水平 

多国语言 

开发团队技术水平 开 开发团队磨合程度 

开发团队分布情况 发团队业务知识 

管理：保密要求 管理：产品规划 
开发需求 行为需求 开发期质量 

安装    维护 

只有把握住涉众来源，才便于发现并归纳涵盖广泛的约束因素，也利于有针对性地进行交流，

还可跟踪最终对约束的支持是否令涉众满意。 

第一，来自客户组织的约束性需求。 

架构师必须充分考虑客户对上线时间的要求、预算限制，以及集成需要等非功能需求。 

客户所处的业务领域是什么？有什么业务规则和业务限制？ 

是否须要关注相应的法律法规、专利限制？ 

…… 

第二，来自用户的约束性需求。 

软件将提供给何阶层用户？ 

用户的年龄段？使用偏好？ 

用户是否遍及多个国家？ 

使用期间的环境有电磁干扰、车船移动等因素吗？ 

…… 

使用环境 

构建环境 

 

 

技

术

环

境 

业务环境 
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第三，来自开发者和升级维护人员的约束性需求。 

如果开发团队的技术水平有限（有些软件企业甚至希望通过招聘便宜的程序员来降低成本）、

磨合程度不高、分布在不同城市，会有何影响？ 

开发管理方面、源代码保密方面，是否须要顾及？ 

…… 

第四，也不能遗忘，业界当前技术环境本身也是约束性需求。 

技术平台、中间件、编程语言等的流行度、认同度、优缺点等。 

技术发展的趋势如何？ 

…… 

架构师应当直接或（通过需求分析员）间接地了解和掌握上述需求和约束，并深刻理解它们

对架构的影响，只有这样才能设计出合适的软件架构。例如，如果客户是一家小型超市，软件和

硬件采购的预算都很有限，那么你就不宜采用依赖太多昂贵中间件的软件架构设计方案。 

4.5  Big Picture：架构师应该这样理解约束 

另外，还有一个重要的基础问题：太多架构师对约束的理解都过于零散，影响了系统化思维。

为此，本节介绍架构师理解约束的“Big Picture”，如图 4-4 所示。 

 
图 4-4  约束是架构设计要解决的问题的上下文，绝对不能忽视 

一句话：约束是架构设计的上下文。 

没有全局观念就不可能成为架构师，“约束是架构设计要解决的问题的上下文”是一个犀利

的理解，揭示了“软件需求 = 功能需求 + 质量属性 + 约束”背后更深层次的规律。 

如你所知，忽视了上下文对架构设计方案的限制，最终的架构设计就是不合理的，甚至是不
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可行的。举个生活当中的例子吧——设计大桥。如图 4-5 所示，建筑师必须关注以下 4 类约束的

影响，合理规划大桥的设计方案： 

 考虑商业环境因素。以促进两岸城市间的经济交往为主（这会影响大桥的选址），同时

决策层也希望大桥的建设在一定程度上起到提升城市形象的作用。 

 考虑使用环境因素。水上交通繁忙，而且常有大吨位船只通过，大桥建成投入使用期

间不能对此造成影响。 

 考虑构建环境因素。这是一条很大的河流，水深江阔，为造桥而断流几个月是绝对不

可行的。 

 考虑技术环境因素。斜拉桥因其跨度大等优点，当前广为流行，并且技术也相当成熟

了…… 

 
图 4-5  设计大桥：也须考虑“4 类约束”的影响 

4.6  用 ADMEMS矩阵方法辅助约束分析 

“PA-2 分析约束影响”在“PA-1 需求结构化”的基础上，充分考虑需求方及业务环境因素、

用户群及使用环境因素、开发方及构建环境因素、业界当前技术环境因素等“4 类约束”，并分析

约束影响、识别约束背后的衍生需求。 

从本质上讲，分析约束影响就是分析各个需求项之间的关系，并发现被遗漏的需求。所以，

将需求“化杂乱为清晰”的正交表可以作为分析约束影响的基础——即在需求项清晰定位的前提

下，找到不同需求之间的关系、发现遗漏需求。 

ADMEMS 矩阵方法应用法则有两个。 

推导法则：从上到下，从右到左。 

查漏法则：重点是质量属性遗漏。 

第 4.7 节将通过案例予以说明。 



36  第 4章  需求结构化与分析约束影响 

一线架构师实践指南 

4.7  大型 B2C网站案例：需求结构化与分析约束影响 

像 Amazon 这样大型的 B2C 网站，架构的起步阶段应如何规划呢？下面看 ADMEMS 方法的

“表现”。 

4.7.1  需求结构化 

通过 ADMEMS 矩阵（需求层次—需求方面矩阵），有助于高屋建瓴地把握复杂系统的需求

大局。如表 4-3 所示，先来梳理组织一级的需求。 

表 4-3  梳理组织一级的需求 

 功能 质量 约束 

组织 

业务目标及业务愿景 

 网站定位：B2C 零售 
 当前经营：图书 
 未来经营：图书、软件、

音乐制品、电子产品、玩

具、婴儿用品、化妆品、

宠物、艺术品、杂货   

商业质量 

 新功能上线快，随

需应变 

商业约束 

 投资 2000 万用于初期开发、

运营、市场，之前须取得一

定成功并融资成功 
集成约束  

 物流、银行、海关、实体店、

各类提供商（包括工厂等生

产企业，以及代理商等经销

企业） 

用户    

开发    

用户级需求，要特别注意挖掘来自“用户及使用环境”的约束。如表 4-4 所示，也勿忘开发

方因素。 

表 4-4  重点的用户级需求 

 功能 质量 约束 
组织    

用户 

用户 

 终端用户 
 各种员工角色 

运行期质量 

 易用性：最便捷的选

择方式 

用户级约束 

 便捷的购物流程 
 客户群大：多国语言 
 客户群大：关注范围差异，

须个性化 
 消费心理：营造集市效应，

“别人也买了”、“别人还买

了” 

开发 
  开发方约束 

 新组建的团队 

4.7.2  分析约束影响（推导法则应用） 

接下来分析约束影响。 
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基于 ADMEMS 矩阵应用推导法则时规律十分明显：隐含需求（或遗漏需求）是通过从“上

到下”或“从右到左”的脉络被发现的。如表 4-5 所示，考虑到公司的中远期发展（B2C 业务从

图书扩展到各类商品），以及近期商业策略（投入资金 2000 万）的限制，必须制定“网站发展路

线图”——而这对于架构而言属于“开发级约束”。 
表 4-5  推导法则应用 

 功能 质量 约束 

组织 

业务目标及业务愿景 

 网站定位：B2C 零售 
 当前经营：图书 
 未来经营：图书、软件、

音乐制品、电子产品、玩

具、婴儿用品、化妆品、

宠物、艺术品、杂货。 

商业质量 

 新功能上线快，

随需应变 

商业约束 

 投资 2000 万用于初期开发、运

营、市场，之前须取得一定成功

并融资成功。  

集成约束  

 物流、银行、海关、实体店、各

类提供商（包括工厂等生产企

业，以及代理商等经销企业） 

用户    

开发 
  开发方约束 

 网站发展路线图 

表 4-6 和表 4-7 也是类似思维的体现。如此分析对架构师有一个额外的好处：理解了不同需

求之间的联系，不再觉得需求是“一盘散沙”。 

表 4-6 推导法则应用（续） 

 功能 质量 约束 

组织 

业务目标及业务愿景 

 网站定位：B2C 零售 
 当前经营：图书 
 未来经营：图书、软件、

音乐制品、电子产品、玩
具、婴儿用品、化妆品、
宠物、艺术品、杂货 

商业质量 

 新功能上线快，
随需应变 

商业约束 

 投资 2000 万用于初期开发、运

营、市场，之前须取得一定成功

并融资成功  

集成约束  

 物流、银行、海关、实体店、各

类提供商（包括工厂等生产企

业，以及代理商等经销企业） 

用户 

用户 
 终端用户 
 各种员工角色 

管理员功能 

 灵活的打折设置 
 频率极高的新货上架 

  

开发 
 

开发期质量 

 可扩展性 
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表 4-7  推导法则应用（续） 

 功能 质量 约束 
组织    

用户 

用户 

 终端用户 
 各种员工角色 

终端用户功能 

 最快的全库搜索 
 评价功能（Web2.0） 
 多角度关联信息 

管理员功能 

 灵活的打折设置 
 频率极高的新货上架 

 用户级约束 

 便捷的购物流程 
 客户群大：多国语言 
 客户群大：关注范围差异，

须个性化 
 消费心理：营造集市效应，

“别人也买了”、“别人还买

了” 

开发    

4.7.3 分析约束影响（查漏法则应用） 

另外，还要主动运用查漏法则。例如，我们发现至今对质量的重视还不够（实践一线经常出

现此情况），于是开始“查漏”：方方面面的约束背后藏着哪些必须强调的质量属性要求呢？如表

4-8 所示，如此多的集成要求，就必然要提高系统的互操作性…… 

表 4-8  还要主动运用查漏法则 

 功能 质量 约束 

组织 

业务目标、愿景 

 网站定位：B2C 零售 
 当前经营：图书 
 未来经营：…… 

商业质量 

 新功能上线快，随需

应变 

商业约束 

 投资 2000 万…… 
集成约束 

 物流、银行、海关、实体店、

各类提供商（包括工厂等生

产企业，以及代理商等经销

企业） 

用户 

 运行期质量 

 可伸缩性：几乎没有

上限性能：即强调速

度，又强调吞吐量 
 安全性：数据安全 
 持续可用性：不停机

 互操作性：含公司各

系统间互操作 

 

开发 
 开发期质量 

 可扩展性 
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4.8  贯穿案例 

4.8.1  PASS系统背景介绍 

PASS 系统的全称是：合理用药监测系统（Prescription Automatic Screening System）。通过全

面部署 PASS 系统可以促进医院的用药合理化、规范化，降低医院的医疗事故率，还有利于管理

部门高效全面地掌握医疗一线的用药情况，及早发现问题与解决问题。图 4-6 所示的信息有利于

读者理解 PASS 系统的应用背景。 

 
图 4-6  卫生部发布《加强全国合理用药监测工作方案》 

（信息来源：http://news.sina.com.cn/c/2009-02-08/002317168800.shtml ） 

图 4-7 列出了 PASS 系统的主要功能。 

 

图 4-7  PASS 系统的主要功能 

4.8.2  需求结构化 

如你所知，将“功能列表”等同于“全部需求”根本不是架构师的应有做法。相反，为了全

·医生 

-用药及时监测 

-注意事项打印 

·管理员 

-身份管理 

-用药规则数据库的更新 

·管理者（如院长） 

-多种方式的信息查询 

-多张报表 

·外部系统的整合 

-药政部分的信息上报 

-用药规则数据库的自动更新 

……
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方位、多角度地把握需求，应当重视并运用“需求的结构”。表 4-9 为运用 ADMEMS 矩阵对 PASS

系统的需求进行结构化梳理的结果。 

表 4-9  运用 ADMEMS 矩阵，对需求进行结构化梳理 

主管部门 

 统一监管 
医院 

 促进合理用药 
 降低医疗事故率 

 使用生命周期长 
 医疗行业的关键性 

业务环境约束  

 支持省级管理部门监管 
 药品繁多、用药规则繁多 
 用药规则随着时间会被修改 

用户 

 医生 
 院长 
 管理员 

 使用环境约束 

 与很多医院早已部署的 HIS 系统协同

工作 
 各医院 HIS 系统不统一，技术各异 
 分布式的使用要求 
 使用方便，避免孤立地使用 HIS 和

PASS 两套系统 

  开发环境约束 

 人员水平不一 

4.8.3  分析约束影响 

下面逐一分析约束因素的潜在影响。 

首先分析业务级需求因素的影响，如表 4-10 所示。例如，既然药品的种类繁多、用药规则

的数量也很大，就应该设法避免每家医院都重复录入用药规则——于是决定“省级集中提供用药

规则的定义和更新支持”（这其实是业务流程一级的一项需求）。 

表 4-10  分析约束影响：业务级需求因素的潜在影响分析 

主管部门 

 统一监管 
医院 

 促进合理用药 
 降低医疗事故率 

 使用生命周期长 
 医疗行业的关键性 

业务环境约束 

 支持省级管理部门监管 
 药品繁多、用药规则繁多 
 用药规则随着时间会被修改 
 省级集中提供用药规则服务以降低重

复录入工作量 

用户 

 医生 
 院长 
 管理员 

 安全性 
 持续可用性 
 互操作（医院 PASS 和

省级系统） 

使用环境约束 

 与很多医院早已部署的 HIS 系统协同

工作 
 各医院 HIS 系统不统一，技术各异 
 分布式的使用要求 
 使用方便，避免孤立地使用 HIS 和

PASS 两套系统 

  开发环境约束 

 人员水平不一 
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采用同样的思维方式，对用户群及使用环境一级的约束进行潜在影响的分析，如表 4-11 所

示。例如作为产品的 PASS 系统要和很多医院的不同 HIS 系统整合在一起，就有可能重复开发 N

遍相同的程序部分，应通过提高“可重用性”来避免不必要的开销（否则维护起来也很不便）。 

表 4-11  用户群及使用环境一级：分析约束影响 

主管部门 

 统一监管 
医院 

 促进合理用药 
 降低医疗事故率 

 使用生命周期长 
 医疗行业的关键性 

业务环境约束 

 支持省级管理部门监管 
 药品繁多、用药规则繁多 
 用药规则随着时间会被修改 
 省级集中提供用药规则服务以降低重

复录入工作量 

用户 

 医生 
 院长 
 管理员 

 互操作（PASS 和 HIS
的整合） 

 
 高性能 
 易用性 

使用环境约束 

 与很多医院早已部署的 HIS 系统协同

工作 
 各医院 HIS 系统不统一，技术各异 
 分布式的使用要求 
 使用方便，避免孤立地使用 HIS 和

PASS 两套系统 

  可重用性 开发环境约束 

 人员水平不一 
 降低重复开发的工作量 
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好的开始是成功的一半。 

——谚语 

所谓鲁棒性分析是这样一种方法：通过分析用例规约中的事件流，

识别出实现用例规定的功能所需的主要对象及其职责，形成以职责

模型为主的初步设计。 

——温昱，《软件架构设计》 

ADMEMS 方法的 Conceptual Architecture 阶段包含 3 个步骤： 

 第 1 步，初步设计。 

 第 2 步，高层分割。 

 第 3 步，考虑非功能需求。 

本章讲解如何根据关键功能，借助鲁棒图进行初步设计。 

8.1  初步设计对复杂系统的意义 

初步设计并不总是必须的——架构师只有在设计复杂系统时才需要它。 

另外，“复杂”与否还和“熟悉”程度有关。一个“很小”的系统涉及你未接触过的领域，

你会觉得它挺复杂；一个“较大”的系统，但你有很具体的经验，你依然会觉得它“Just so so”。 

初步设计的目标简单而明确：那就是发现职责。初步设计无须展开架构设计细节，否则就背

上了“包袱”，这是复杂系统架构设计起步时的大忌。正如“初步设计”这个名字所暗示的，它

只是狭义的架构设计的“第一枪”——之前的 Pre-architecture 阶段并未对“系统”做任何“切分”。 
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“初步设计”这个名字还暗示我们，后续的架构设计工作必然以之为基础。具体而言，初步

设计识别出了职责，后续的高层分割方案才有依据，因为每个“高层分割单元”都是职责的承载

体，而分割的目的也恰恰在于规划高层职责模型。 

ADMEMS 方法强调“关键需求决定架构”的策略，“基于关键功能，进行初步设计”就是

一个具体体现。如第 3 章 3.4.1 节所述，系统的每个功能都是由一条“职责协作链”完成的；而

初步设计的具体思路正是“通过为功能规划职责协作链来发现职责”（如图 8-1 所示）。 

 
图 8-1  初步设计的具体思路：运用“职责协作链”原理 

8.2  鲁棒图简介 

ADMEMS 方法推荐以鲁棒图来辅助初步设计。那么，什么是鲁棒图呢？ 

8.2.1  鲁棒图的 3种元素 

鲁棒图包含 3 种元素（如图 8-2 所示），它们分别是边界对象、控制对象、实体对象： 

 边界对象对模拟外部环境和未来系统之间的交互进行建模。边界对象负责接收外部输入，

处理内部内容的解释，并表达或传递相应的结果。 

 控制对象对行为进行封装，描述用例中事件流的控制行为。 

 实体对象对信息进行描述，它往往来自领域概念，和领域模型中的对象有良好的对应关系。 

 

图 8-2  鲁棒图的元素 

海象不是象，如此命名是因为“类比思维”在人的头脑中是根深蒂固的。关于鲁棒图 3 元素

的“类比”，自然是 MVC。在图 8-3 中，我们做了更全面地对比，我们发现鲁棒图 3 元素和 MVC

还是有着不小的差异的。 
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图 8-3  鲁棒图 3 元素和 MVC 的相似与不同 

由图可以看出，鲁棒图 3 元素和 MVC 的主要不同在于： 

 View 仅涵盖了“用户界面”元素的抽象，而鲁棒图的边界对象全面涵盖了三种交互，即

本系统和外部“人”的交互、本系统和外部“系统”的交互、本系统和外部“设备”的

交互。 

 数据访问逻辑是 Controller 吗？不是。控制对象广泛涵盖了应用逻辑、业务逻辑、数据

访问逻辑的抽象，而 MVC 的 Controller 主要对应于应用逻辑。 

 MVC 的 Model 对应于经典的业务逻辑部分，而鲁棒图的实体对象更像“数据”的代名

词——用实体对象建模的数据既可以是持久化的，也可以仅存在于内存中，并不像有的

实践者理解的那样直接就等同于持久化对象。 

8.2.2  鲁棒图一例 

图 8-4 展示的是银行储蓄系统的“销户”功能的鲁棒图。 

 
图 8-4  “销户”的鲁棒图 
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为了实现销户的功能，银行工作人员要访问 3 个“边界对象”： 

 活期账户销户界面。 

 磁条读取设备。 

 打印设备。 

“销户”是一个“控制对象”，和“计算利息”一起进行销户功能的逻辑控制。 

 其中，“计算利息”对“活期账户”、“利息率”、“利息税率”这 3 个“实体对象”

进行读取操作。 

 而“销户”负责读出“客户资料”……最终销户的完成意味着写入“活期账户”和“销

户流水”信息。 

8.2.3  历史 

鲁棒图（Robustness Diagram）是由 Ivar Jacobson 于 1991 年发明的，用以回答“每个用例需

要哪些对象”的问题。 

后来的 UML 并没有将鲁棒图列入 UML 标准，而是作为 UML 版型（Stereotype）进行支持。 

对于 RUP、ICONIX 等过程，鲁棒图都是重要的支撑技术。当然，这些过程反过来也促进了

鲁棒图技术的传播。 

8.2.4  为什么叫“鲁棒”图 

也许你会问：“为什么叫‘鲁棒’图？它和‘鲁棒性’有什么关系？” 

答案是：词汇相同，含义不同。 

软件系统的“鲁棒性（Robustness）”也经常被翻译成“健壮性”，同时它和“容错性（Fault 

Tolerance）”含义相同。具体而言，鲁棒性指当如下情况发生时依然具有正确运行功能的能力：

非法输入数据、软硬件单元出现故障、未预料到的操作情况。例如，若机器死机，“本字处理软

件”下次启动应能恢复死机前 5 分钟的编辑内容。再例如，“本 3D 渲染引擎”遇到图形参数丢

失的情况时，应能够以默认值方式呈现，从而将程序崩溃的危险度减小为渲染不正常的危险度。 

而“鲁棒图（Robustness Diagram）”的作用有两点，除了初步设计之外，就是检查用例规

约是否正确和完善。“鲁棒图”正是因为第2点作用而得名的——所以严格来讲“鲁棒图（Robustness 

Diagram）”所指的不是“鲁棒性（Robustness）”。 

从 Doug Rosenberg 在《用例驱动的 UML 对象建模应用》的描述中，也可得到上述结论： 

在 ICONIX 过程中，鲁棒分析扮演了多个必不可少的角色。通过鲁棒分析，您将改进用例文

本和静态模型。 

 有助于确保用例文本的正确性，且没有指定不合理或不可能的系统行为（基于要使用的
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一组对象），从而提供了健康性检查（Sanity Check）。这种改进使用例文本的特性从纯

粹的用户手册角度变为对象模型上下文中的使用描述。 

 有助于确保用例考虑到了所有必需的分支流程，从而提供了完整性和正确性检查。经验

表明，为实现这种目标，并编写出遵循某些定义良好的指南的文本，而在绘制鲁棒图上

花费的时间，将在绘制时序图时 3～4 倍地节省下来。 

 有利于发现对象，这一点很重要，因为在域建模期间肯定会遗漏一些对象。您还可以发

现对象命名冲突的情况，从而避免进一步造成严重的问题。另外，鲁棒分析有利于确保

我们在绘制时序图之前确定大部分实体类和边界类。 

如前所述，它缩小了分析和详细设计之间的鸿沟，从而完成了初步设计。 

8.2.5  定位 

在本书中，关于鲁棒图最重要的一点是：它是初步设计技术。 

不要再困惑于类似“鲁棒图是分析技术，还是设计技术”这样的问题了。大家只须记住两个

公式： 

 需求分析 ≠ 系统分析 

 系统分析 ≈ 初步设计 

关于“分析”与“设计”的区分，邵维忠教授和杨芙清院士在《面向对象的系统设计》一书

中早已做过精彩阐释： 

用“做什么”和“怎么做”来区分分析与设计，是从结构化方法沿袭过来的一种观点。但即使

在结构化方法中这种说法也很勉强…… 

在“做什么”和“怎么做”的问题上为什么会出现上述矛盾？究其根源，在于人们对软件工程

中“分析”这个术语的含义有着不同的理解——有时把它作为需求分析（Requirements Analysis）

的简称，有时是指系统分析（Systems Analysis），有时则作为需求分析和系统分析的总称。 

需求分析是软件工程学中的经典术语之一，名副其实的含义应是对用户需求进行分析，旨在产

生一份明确、规范的需求定义。从这个意义上讲，“分析是解决做什么而不是解决怎么做”是无可

挑剔的。 

但迄今为止，在人们所提出的各种分析方法（包括结构化分析和面向对象分析）中，真正属于

需求分析的内容所占的分量并不太大；更多的内容是给出一种系统建模方法（包括一种表示法和相

应的建模过程指导），告诉分析员如何建立一个能够满足（由需求定义所描述的）用户需求的系统

模型。分析员大量的工作是对系统的应用领域进行调查研究，并抽象地表示这个系统。确切地讲，

这些工作应该叫做系统分析，而不是需求分析。它既是对“做什么”问题的进一步明确，也在相当

程度上涉及“怎么做”的问题。 
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忽略分析、需求分析和系统分析这些术语的不同含义，并在讨论中将它们随意替换，是造成上

述矛盾的根源。 

至于实践者为什么常将“需求分析”和“系统分析”混淆，这背后有着重要的现实原因。实

际的工程化实践中，需求捕获、需求分析、系统分析不是完全孤立进行的。相反，它们往往是相

互伴随、交叉进行的。需求工作伊始，无疑更多地是进行需求捕获工作，相伴进行的需求分析工

作占的比例偏少；但随着掌握的需求信息越来越多，我们须要开展的对需求的分析和整理工作也

越来越多了；而此时，伴随着对问题的分析，自然而然地会在高层次提出相应的应对策略……这，

恰就是系统分析工作。《软件架构设计》一书中有如下阐述： 

需求捕获是获取知识的过程，知识从无到有，从少到多。需求采集者必须理解用户所从事的工

作，并且了解用户和客户希望软件系统在哪些方面帮助他们。 

需求分析是挖掘和整理知识的过程，它在已掌握知识的基础上进行。毕竟，初步捕获到的需求

信息往往处于不同层次，也有一些主观甚至不正确的信息。而经过必要的需求分析工作之后，需求

更加系统、更加有条理、更加全面。 

那么系统分析呢？如果说，需求分析致力于搞清楚软件系统要“做什么”的话，那么系统分

析已经开始涉及“怎么做”的问题了。《系统分析》一书中写道： 

简单地说，系统分析的意义如下：“系统分析是针对系统所要面临的问题，搜集相关的资料，

以了解产生问题的原因所在，进而提出解决问题的方法与可行的逻辑方案，以满足系统的需求，实

现预定的目标。” 

需求捕获、需求分析，以及系统分析之间的关系我们必须理解透彻，否则会影响工作的有效

进行。图 8-5 概括了三者之间的关系。 

 

图 8-5 需求捕获、需求分析以，及系统分析之间的关系 

再次强调，鲁棒图已经“打开”了“系统”这个“黑盒子”，将它划分成很多不同的职责，

所以它是“设计技术”。 
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8.3  基于鲁棒图进行初步设计的 10条经验 

那么，如何借助鲁棒图进行初步设计呢？ 

ADMEMS 方法归纳了鲁棒图建模的 10 条经验要点（其中 50%是 ADMEMS 方法的原创经验，

另一半来自业界其他专家），分别覆盖语法、思维、技巧、注意事项等 4 个方面（如图 8-6 所示），

帮助一线架构师快速提升初步设计的能力。 

 
图 8-6  鲁棒图建模的 10 条经验 

下面将逐一讲解鲁棒图建模的 10 条经验。 

8.3.1  遵守建模规则 
图 8-7 展示了鲁棒图的建模规则。Doug Rosenberg 在《UML 用例驱动对象建模》中写道： 

通过以下 4 条语句，可以理解该图的本质： 

1)  参与者只能与边界对象交谈。 

2)  边界对象只能与控制对象和参与者交谈。 

3)  实体对象也只能与控制对象交谈。 

4)  控制对象既能与边界对象交谈，也能与控制对象交谈，但不能与参与者交谈。 

 
图 8-7  鲁棒图建模规则（图片来源：《UML 用例驱动对象建模》） 
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8.3.2  简化建模语法 

图 8-8 展示了 ADMEMS 方法推荐的鲁棒图建模的语法。在实践中，简化的鲁棒图语法将有

利于你集中精力进行初步设计，而不是关注细节——例如，鲁棒图根本不关心“IF 语句”怎么建

模。 

 
图 8-8  鲁棒图的语法 

值得注意的是，业界有些观点（包括一些书）认为鲁棒图是协作图，因此造成了鲁棒图的语

法非常复杂，不利于专注于初步设计。其实，鲁棒图是一种非常特殊的类图。 

8.3.3  遵循 3种元素的发现思路 

图 8-9 说明了发现鲁棒图 3 种元素的思维方式。 

 
图 8-9  发现鲁棒图 3 种元素的思维方式 

用例（Use Case）＝N 个场景（Scenario）。每个场景的实现都是一连串的职责进行协作的结

果。所以，初步设计可以通过“研究用例执行的不同场景，发现场景背后应该有哪些不同的职责”

来完成。 

8.3.4  增量建模 

“建模难”，有些人常如此感叹。例如，在画鲁棒图时，许多人一上来就卡在了“搞不清应



8.3  基于鲁棒图进行初步设计的 10 条经验    79 

一线架构师实践指南 

该有几个界面”的问题上，就会发出“建模难”的感叹。 

下面演示“增量建模”这种技巧。从小处讲，增量建模能解决鲁棒图建模卡壳的问题；从大

处讲，这种方式适用于所有种类的 UML 图建模实践。 

例如，类似 WinZip、WinRar 这样的压缩工具大家都用过。请一起来为其中的“压缩”功能

进行基于鲁棒图的初步设计。 

首先，识别最明显的职责。对，就是你自己认为最明显的那几个职责——不要认为设计和建

模有严格的标准答案。如图 8-10 所示，你认为压缩就是把原文件变成压缩包的处理过程，于是

识别出了 3 个职责： 

 原文件。 

 压缩包。 

 压缩器（负责压缩处理）。 

 

图 8-10  增量建模：先识别最“明显”的职责 

接下来，开始考虑职责间的关系，并发现新职责。压缩器读取原文件，最终生成压缩包——

嗯，这里可以将打包器独立出来，它是受了压缩器的委托而工作的。哦，还有字典……如图 8-11

所示。 

 
图 8-11  增量建模：开始考虑职责间的关系，并发现新职责 

继续同样的思维方式（别忘了用例规约定义的各种场景是你的“输入”，而且，没有文档化

的《用例规约》都没关系，你的头脑中有吗？）。图 8-12 的鲁棒图中间成果，又引入了压缩配

置，它影响着压缩器的工作方式，例如加密压缩、分卷压缩或其他。 
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……最终的鲁棒图如图 8-13 所示。压缩功能还要支持显示压缩进度，以及随时取消进行了

一半的压缩工作，所以，你又识别出了压缩行进界面和监听器等职责。 

模型之于人，就像马匹之于人一样——它是工具。如果你不知怎样真正将“模型”为自己所

用，反而被“建模”所累（经典的“人骑马、马骑人”的问题），请你问自己一个问题： 

我是不是被太多的假设限制了思维？ 

或许，工具本身根本没有这样限制我！ 

 
图 8-12  增量建模：继续考虑职责间的关系，并发现新职责 

 
图 8-13  增量建模：直到模型比较完善 

8.3.5  实体对象≠持久化对象 

有的书上明确地说“实体对象就是持久化对象”，这是错误的。因为实体对象涵盖更广泛，

它可以是持久化对象，也可以是内存中的任何对象。 

一方面，在实践中，有些系统须要在内存中创建数据的“暂存体”以保持中间状态，这当然

可以被建模成实体对象。另一方面，有的系统没有持久化数据，但基于鲁棒图的初步设计依然可

用，此时难道鲁棒图不包含实体对象？显然不对。 

因此，实体对象≠持久化对象，这个正确认识将有助于你的实践。 
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8.3.6  只对关键功能（用例）画鲁棒图 

基于“关键需求决定架构”的理念，功能需求作为需求的一种类型，在设计架构时不必针对

每个功能都画出鲁棒图。 

8.3.7  每个鲁棒图有 2～5个控制对象 

既然是初步设计，鲁棒图建模时，针对关键功能的每个鲁棒图中的控制对象不必太多太细，

5 个是常见的上限值。 

相反，若实现某功能的鲁棒图中只含 1 个控制对象，则是明显地“设计不足”——这个控制

对象的名字必然和功能的名字相同，这意味着没有对职责进行真正的切分。例如，WinZip 的压

缩功能设计成图 8-14 所示的鲁棒图，几乎没有任何意义。 

 
图 8-14  只有一个控制对象的鲁棒图明显“设计不足” 

8.3.8  勿关注细节 

初步设计不应关注细节。例如，回顾前面图 8-4 所示的“销户”的鲁棒图： 

 对每个对象只标识对象名，都未识别其属性和方法。 

 “活期账户销户界面”，具体可能是对话框、Web 页面、字符终端界面，但鲁棒图中没

有关心这些细节问题。 

 “客户资料”等实体对象须要持久化吗？不关心，更不关心用 Table 还是用 File 或其他

方式持久化。 

 没有标识控制流的严格顺序。 

8.3.9  勿过分关注 UI，除非辅助或验证 UI设计 

过分关心 UI，会陷入诸如有几个窗口，是不是有一个专门的结果显示页面等诸多细节之中，

初步设计就没法做了。 

别忘了，初步设计的目标是发现职责。初步设计无须展开架构设计细节，否则就背上了“包

袱”，这是复杂系统架构设计起步时的大忌。 
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8.3.10  鲁棒图≠用例规约的可视化 

鲁棒图是设计，“系统”已经被切分成不同的职责单元。而用例规约是需求，其中出现的“系

统”必定是黑盒（如图 8-15 所示）。所以，两者有本质区别。 

 
图 8-15  一个用例规约示例：需求意味着系统保持黑盒 

8.4  贯穿案例 

接下来考虑本书的贯穿案例 PASS 系统，如何借助鲁棒图进行初步设计呢？ 

再次明确以下几点： 

 初步设计的目标是发现职责，为高层切分奠定基础。 

 初步设计不是必须的，但当待设计系统对架构师而言并无太多直接经验时，则强烈建议

进行初步设计。 

 基于关键功能（而不是对所有功能），借助鲁棒图（而不是序列图）进行初步设计。 

下面，一起思考如何针对“实时检查处方”功能进行初步设计——重点体会“增量建模”的

自然和强大。 

首先，识别最明显的职责。如图 8-9 所示，先识别出了最不可或缺的、体现整个功能价值所

在的与“处方检查结果”相关的几个职责。 
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图 8-16  实时检查处方：先识别最明显的职责 

接下来开始考虑职责间的关系，并发现新职责。检查结果是如何产生的呢？检查这个控制对

象，读取处方和用药规则信息，最终生成了处方检查结果。如图 8-17 所示。 

 
图 8-17  实时检查处方：开始考虑职责间的关系，并发现新职责 

OK，如此一来，解决了“结果是怎么来的”这个问题。如图 8-18 所示。  

 
图 8-18  实时检查处方：开始考虑职责间的关系，并发现新职责 

继续以同样的思维方式解决问题。如图 8-19 所示，PASS 系统自动检查处方，是由 HIS 系统

中医生工作站的调用触发的，处方信息也是通过某种方式（例如参数或 XML 文件）从 HIS 医生

工作站获得的。 

 
图 8-19  实时检查处方：继续考虑职责间的关系，并发现新职责 
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实时检查处方最终的鲁棒图如图 8-20 所示，它又进一步考虑了“记录违规用药”这一具体

功能场景的支持。 

如前文所述，概念架构设计时推荐只对关键功能进行鲁棒图建模。例如，另一个关键功能“自

动更新用药规则”的鲁棒图如图 8-21 所示。 

 
图 8-20  实时检查处方：直到模型比较完善 

 
图 8-21  自动更新用药规则：基于鲁棒图的初步设计 
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                       第 13章   
逻辑架构 

有没有一种方法在大产品和小团队之间的缺口上架起一座桥梁呢？答案是肯

定的，有！那就是架构。架构最重要的一点，就是它能把难以处理的大问题分

解成便于管理的小问题。 

——Eric Brechner，《代码之道》 

一流是每个程序设计人员向往并为之奋斗却又无法具体说出的、难以达到的境

界。一流的软件非常简明。它灵活而清晰，能通过创造性的机制解决复杂的问

题，这些机制语义丰富，可应用于其他可能完全无关的问题。一流意味着寻求

恰当的抽象，意味着通过新的途径合理利用有限的资源。 

—— Grady Booch，《面向对象项目的解决方案》 

划分子系统、定义接口……，这些典型工作都属于逻辑架构设计的范畴。 

本章阐释 ADMEMS 5 视图方法中逻辑架构视图的设计： 

 先从划分子系统的 3 种必用手段讲起； 

 随后，纠正“我的接口我做主”这种错误认识，代之以“协作决定接口”的正确理解； 

 而且，本章将解析逻辑架构设计的整体思维套路，解决一线架构师郁闷已久的“多视

图方法只讲做什么、不讲怎么做”的问题； 

 最后，总结逻辑架构设计的 10 条经验要点。 

13.1  划分子系统的 3种必用策略 

一线架构师最缺的不是理论，也不是技术，而是位于理论和技术之间的“实践策略”和“实

践套路”。 
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就划分子系统这个架构师必做的工作而言，其实践策略可归纳为 3 种： 

 分层的细化。 

 分区的引入。 

 机制的提取。 

13.1.1  分层（Layer）的细化 

分层是最常用的架构模式，而笔者进一步认为：在架构设计初期，100%的系统都可以用分

层架构，就算随着设计的深入而采用了其他架构模式也未必和分层架构矛盾。 

于是，架构师在划分子系统时常受到初期分层方式的影响——实际上，很多一线架构师最熟

知、最自然的划分子系统的方式就是：分层的细化。 

例如，图 13-1 说明了基于 3 层架构进行“分层细化”的一种方式。 

 
图 13-1   基于 3 层架构进行“分层细化”的一种方式 

3 层架构或 4 层架构的“倩影”经常出现在投标时，或者市场彩页中，于是有人戏称之为“市

场架构”。的确，直接用 3 层架构或 4 层架构来支持团队的并行开发是远远不够的。所以，“分层

的细化”是划分子系统的必用策略之一，架构师们不要忘记。 

13.1.2  分区（Partition）的引入 

序幕才刚刚拉开，划分子系统的工作还远远没有结束。 

迭代式开发挺盛行，但所有真正意义上的迭代开发，都必须解决这样一个“困扰”：如果架

构设计中只有“层”的概念，以“深度优先”的方式完成一个个具体功能就是不可能的！如图 13-2

所示，就是一线程序员们经常遇到的烦恼。 
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图 13-2  只有分层，如何迭代开发呢？ 

例如《代码之道》一书中就论及了这一点： 

为了得到客户经常性的反馈，快速迭代有个基本前提：开发应该“深度优先”，而不是“广

度优先”。 

广度优先极端情况下意味着对每一个功能进行定义，然后对每个功能进行设计，接着对每个

功能进行编码，最后才对所有功能一起进行测试。而深度优先极端情况下意味着对每个功能完整

地进行定义、设计、编码和测试，而只有当这个功能完成了之后，你才能做下一个功能。当然，

两个极端都是不好的，但深度优先要好得多。对于大部分团队来说，应该做一个高级的广度设计，

然后马上转到深度优先的底层设计和实现上去。 

为了支持迭代开发，逻辑架构设计中必须（注意是必须）引入分区。分区是一种单元，它位

于某个层的内部，其粒度比层要小。一旦架构师针对每个层进行了分区设计，“深度优先”式的

迭代开发就非常自然，图 13-3 说明了这一点。 

 
图 13-3   架构中引入分区（Partition），支持迭代开发 

架构是迭代开发的基础。架构师若要在“支持迭代”方面不辱使命，必须注重“分区的引入”——

这也是划分子系统的必用策略之一。 

13.1.3  机制的提取 

Grady Booch 在他的著作中指出： 

机制才是设计的灵魂所在……否则我们就将不得不面对一群无法相互协作的对象，它们相互
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推搡着做自己的事情而毫不关心其他对象。 

机制之于设计是如此地重要。那么，什么是机制呢？ 

本书为“机制”下的定义是：软件系统中的机制，是指预先定义好的、能够完成预期目标的、

基于抽象角色的协作方式。机制不仅包含了协作关系，同时也包含了协作流程。 

对于面向对象方法而言，“协作”可以被定义为“多个对象为完成某种目标而进行的交互”，

而“协作”和“机制”的区别可以概括为： 

基于接口（和抽象类）的协作是机制，基于具体类的协作则算不上机制。 

图 13-4 与图 13-5 显示了协作与机制的不同。 

 
图 13-4   直接组装也称为协作 

 
图 13-5   基于抽象角色的协作才可称为机制 

对于编程实现而言，在没有提取机制的情况下，机制是一种隐式的重复代码——虽然语句直

接比较并不相同，但是很多语句只是引用的变量不同，更重要的是大段的语句块结构完全相同。

如果提取了机制，它在编程层面体现为“基于抽象角色（OO 中就是接口）编程的那部分程序”。 

对于逻辑架构设计而言，机制是一种特殊的子系统——架构师在划分子系统时不要遗忘这点。

最容易理解的子系统，是通过“直接组装”粒度更小的单元来实现软件“最终功能”的子系统；
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相比之下，作为子系统的机制并不能“直接实现”软件的“最终功能”。在实现不同的最终功能

时，可以重用同一个机制，避免重复进行繁琐的“组装”工作。例如，如图 13-6 所示，网络管

理软件中拓扑显示和告警通知都可利用消息机制。 

 
图 13-6  提取通用机制的示例 

13.1.4  总结：回顾《软件架构设计》提出的“三维思维” 

至此，我们讨论了划分子系统的 3 种手段：分层的细化、分区的引入、机制的提取。通过这

3 种手段的综合运用，就可更理性、更专业地展开逻辑架构的设计，如图 13-7 所示。 

 
图 13-7   划分子系统必须三管齐下，综合运用 3 种手段 

笔者曾在《软件架构设计》一书中阐述： 

如何通过关注点分离来达到“系统中的一部分发生了改变，不会影响其他部分”的目标呢？ 

首先，可以通过职责划分来分离关注点。面向对象设计的关键所在，就是职责的识别和分配。

每个功能的完成，都是通过一系列职责组成的“协作链条”完成的；当不同职责被合理分离之后，

为了实现新的功能只须构造新的“协作链条”，而需求变更也往往只会影响到少数职责的定义和

实现…… 

其次，可以利用软件系统各部分的通用性不同进行关注点分离。不同的通用程度意味着变化

的可能性不同，将通用性不同的部分分离有利于通用部分的重用，也便于对专用部分修改…… 

另外，还可以先考虑大粒度的子系统，而暂时忽略子系统是如何通过更小粒度的模块和类组

成的…… 
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架构设计关注点分离原理如图 13-8 所示。 

 
图 13-8  架构设计关注点分离原理示意图 

图 13-8 总结了上述的架构设计关注点分离原理。可以说，根据职责分离关注点、根据通用

性分离关注点、根据不同粒度级别分离关注点是三种位于不同“维度”的思维方式，所以在实际

工作中必须综合运用这些手段。 

于是，不难理解分层的细化、分区的引入、机制的提取这 3 种划分子系统手段之间的关系：

它们处在思维的 3 个维度上。 

首先，分层和机制位于不同的维度：职责维及通用维（如图 13-9 所示）。 

 
图 13-9  分层和机制位于不同的维度 

另外，是否引入分区，设计所“覆盖”的 Scope 是完全相同的。原因是层的粒度较大，而层

内部引入的分区的粒度更小，便于组合出一个个功能（支持迭代开发）。这是第三维：粒度（如

图 13-10 所示）。 
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图 13-10  粒度维：分区的引入 

看来，分层的细化、分区的引入、机制的提取这 3 个手段不是相互替代的关系，而是相辅相

成的关系。实践中，架构师应三管齐下，综合运用。 

13.1.5  探究：划分子系统的 4个重要原则 

重要的内容就值得多讲几遍，但我会换角度。 

下面是分层的细化、分区的引入、机制的提取这 3 种策略背后的 4 个通用设计原则： 

 职责不同的单元划归不同子系统。 

 通用性不同的单元划归不同子系统。 

 需要不同开发技能的单元划归不同子系统。 

 兼顾工作量的相对均衡，进一步切分太大的子系统。 

如图 13-11 所示，子系统的每种划分策略，都是一到多个原则综合作用的结果。 

 
图 13-11  3 种子系统划分策略背后的 4 大原则 
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13.2  接口设计的事实与谬误 

世界是复杂的，很多东西难以直接获得。例如，直接追求幸福，是永远追不到的。（《乐在工

作》一书中说幸福是副产品。） 

殊不知，合理的接口设计也不是“直接”得到的。 

由于面向对象非常强调“自治”，许多人不知不觉地形成了一种错误认识：面向对象推崇“我

的接口我做主”。很遗憾，“自治”正确，但“我的接口我做主”这个推断是错误的。 

软件世界中本无模块。1968 年，Dijkstra 发表了第 1 篇关于层次结构的论文《The Structure of 

THE—multiprogramming System》。1972 年，Parnas 发表论文《On the criteria To Be Used in 

Decomposing System into Modules》论及了模块化和信息隐藏的话题……这些是架构学科开始萌

芽的标志。 

那么，为什么要对软件进行模块化设计呢？是为了解决复杂性更高的大问题。于是，我们突

然领悟：对问题进行分解，分别解决小问题，其实这只是手段。每个架构师应牢记：  

“分”是手段，“合”是目的。不能“合”在一起支持更高层次功能的模块，又有何用呢？ 

因此，我们必须把模块放在协作的上下文之中进行考虑。架构师设计接口时，要考虑的重点

是“为了实现软件系统的一系列功能，这个软件单元要和其他哪些单元如何协作”，总结成一句

话就是： 

协作决定接口。 

相反，直接设计接口，是很多“面向接口的”架构依然拙劣的原因之一。类似“我的接口我

做主”的观点是错误的（如图 13-12 所示），每个模块或子系统（甚至类）无视协作需要而进行

的接口定义很难顺畅地被其他模块或子系统使用。 

 
图 13-12  协作决定接口，“我的接口我做主”的观点是错误的 

“世界上最短的距离不是直线”，又多了一个例证。 
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13.3  逻辑架构设计的整体思维套路 

13.3.1  整体思路：质疑驱动的逻辑架构设计 

要点如下： 

 质疑驱动。 

 结构设计和行为设计相分离。 

罗马不是一日建成的。需求对架构设计的“驱动”作用，是伴随着架构师“不断设计中间成

果→不断质疑中间成果→不断调整完善细化中间成果”的过程渐进展开的。打个比方，需求就像

“缓释胶囊”，功能、质量、约束这 3 类“药物成分”的药力并不是一股脑释放的，而是缓缓释

放的——“缓释”的控制者必然是人，是架构师。 

请看图 13-13 所示的“药力释放机理”——逻辑架构设计的整体思维套路。 

 
图 13-13  逻辑架构设计的整体思维套路 

先考虑结构方面的切分。手段是上面所讲分层的细化、分区的引入、机制的提取。 

然后，让切分出的职责协作起来，验证能否完成功能。这个工作，可以借助序列图进行。 

此时，结构和行为方面各进行了一定的设计，就应开始质疑自己的设计。架构师要从两个角

度质疑： 

 功能方面，特殊的功能支持吗？ 

 质量方面，耦合性、重用性、性能等怎么样？ 

如此循环思维，不断将设计推向深入……其间，会涉及接口的定义，ADMEMS 方法建议用
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“包—接口图”作为从结构到行为过渡的桥梁，从而识别接口。至于接口的明确定义（接口包含

的方法为何），则要进一步考虑基于职责的具体交互过程。 

13.3.2  过程串联：给初学者 

第 1 步，根据当前理解切分（如图 13-14 所示）。质疑驱动的逻辑架构设计整体思路，是从

运用分层的细化、分区的引入、机制的提取进行子系统划分开始的。 

 
图 13-14  第 1 步：根据当前理解切分 

第 2 步，找到某功能的参与单元（如图 13-15 所示）。若找不到或明显缺单元，就可以直接

返回第 1 步了，以补充遗漏的职责单元。 

 
图 13-15   第 2 步：找到某功能的参与单元 

第 3 步，让它们协作完成功能（如图 13-16 所示）。研究第 2 步找到的参与单元之间的协作

关系，看看能否完成预期功能，完成得怎么样？ 

 
图 13-16   第 3 步：让它们协作完成功能 
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第 4 步，质疑并推进设计的深入（如图 13-17 所示）。通过质疑“对不对”和“好不好”，可

以发现新职责，或者调整协作方式。这意味着，第 1 步的子系统切分方案被调整、被优化……如

此循环。 

 
图 13-17   第 4 步：质疑并推进设计的深入 

13.3.3  案例示范：自己设计MyZip 

图 13-18 所示为 MyZip 的概念架构设计。它将和需求一起，影响 MyZip 的细化架构设计。 

 
图 13-18   MyZip 的概念架构设计 

下面，主要演示如何以质疑驱动的思路，设计 MyZip 的逻辑架构视图。 

首先，考虑结构方面的切分，如图 13-19 所示。不难看出，3 种划分子系统的手段都运用了： 

 分层的细化。压缩实现层从原来的压缩控制层中分离出来。回忆本章所讲的“子系统

划分策略背后的 4 大原则”。无论是从职责不同的角度，还是从所需技能的角度考虑，

两者都应该分离成为单独的“子系统”。 

 分区的引入。界面交互层必须进一步分区，例如：支持右键菜单的“Windows 外壳扩

展”部分被独立。 
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 机制的提取。例子是智能缓冲机制，它应该成为一个通用性的基础子系统。同时，为

了使它可重用，缓冲区不负责“缓冲区已满”时的具体处理而是回调外部单元进行。

再者，为了提高使用友好性，缓冲区具有一定“智能”，它会自动保存溢出的部分，从

而简化使用缓冲区的接口。 

 
图 13-19   MyZip 逻辑架构设计：首先考虑结构方面的切分 

然后，让切分出的职责协作起来，验证能否完成功能。图 13-20 所示的序列图即为一例，初步

回答“能协作以支持压缩吗”的问题。请读者看图 13-19，回忆本书提倡的“增量建模”技巧——

不要急于“一口吃个胖子”。 

 
图 13-20   MyZip 逻辑架构设计：协作以验证能否完成“压缩”功能 
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如此循环，早晚要定义子系统的接口。图 13-21 是包-接口图，帮助架构师明确需要哪些接口

（还没有到接口内方法定义一级）。 

 
图 13-21   MyZip 逻辑架构设计：包-接口示意图 

再次从结构设计跳到行为设计。现在该更明确地考虑压缩了，图 13-22 演示了 ZipOneFile 的

设计。同样，遵循“先大局，后局部”的设计原则。具体设计决策是，让“控制”担负 ZipOneFile

的职责，而不是让“压缩实现”来担负——原因是希望“压缩实现”不须感知 File 的概念而能够

更大程度上被重用（例如对数据包而非文件进行压缩）。 

 
图 13-22   MyZip 逻辑架构设计：每个文件相关的压缩处理 
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图 13-23 所示的行为设计，离明确接口的方法级定义的目标就不远了…… 

 
图 13-23   MyZip 逻辑架构设计：每个文件相关的压缩处理（续） 

13.4   更多经验总结 

13.4.1  逻辑架构设计的 10条经验要点 

图 13-24 归纳了 ADMEMS 方法推荐的逻辑架构设计的 10 条经验要点，其中：如何划分子系

统，如何定义接口，如何运用质疑驱动的思维套路等已介绍，其他几点仅在后续小节进行简述。 

 
图 13-24   逻辑架构设计的 10 条经验要点 
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13.4.2  简述：逻辑架构设计中设计模式应用 

设计模式是 Class Level 的设计，它如何用于架构一级的设计呢？ 

基本观点是：让 Class 和 SubSystem 搭上关系。不难理解，设计模式用于架构设计主要有两

种方式： 

 明确子系统内的结构。 

 明确包间的协作关系。 

如何做呢？答案是灰盒包图。图 13-25 说明了灰盒包图的意义，它打破了“子系统黑盒”，

关心子系统中的关键类，从而可以更到位地说明子系统之间的协作关系，并成为设计模式应用的

基础。 

 
图 13-25   灰盒包图在逻辑架构思维中的“位置” 

例如，对比图 13-26 和图 13-27——背景是项目管理系统甘特图展现的问题。后者明确了子

系统之间的交互机制，还显式地说明了 Adapter 设计模式的应用——这就是灰盒包图的价值。 

 
图 13-26   黑盒包图：设计不足 
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图 13-27  灰盒包图：聪明地折衷 

13.4.3  简述：逻辑架构设计的建模支持 

工欲善其事，必先利其器。在实践中必须选择最合适的模型，甚至做一些改造工作使 UML 更适

合特定的实践目的。例如，灰盒包图就是一种“专门说明重要子系统设计”的 UML 图的应用。 

另外，包—接口图是类图的一种特定形式，它包含“包（package）”和“接口（interface）”

两种主要元素。这种图（可参考图 13-20）的作用很专一：说明包之间的协作需要哪些接口。逻

辑架构设计中，包—接口图式是从结构设计到行为设计的思维桥梁。 

最后，本章讲“逻辑架构设计的整体思维套路”时已亮明了观点：逻辑架构的设计，应该使

结构设计和行为设计相分离。这样才利于更有效地思维。不信？请看图 13-28 所示的“设计图”

（这是很多设计者习惯的思维方式）。思维清楚吗？思维混乱的原因：将结构和行为过多地混在

了一起。 

 
图 13-28  思维混乱的原因：将结构和行为过多地混在了一起 

本书推荐用序列图（它较专注于行为设计）辅助逻辑架构设计，尽量不要用协作图（虽然在

UML 1.4 中，它和序列图等价，但从形式上它的“结构气”太重）。 
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13.5  贯穿案例 

下面，继续本书的贯穿案例：PASS 系统的架构设计。首先应注意两点： 

第一，细化架构设计的重要“输入”之一是概念架构设计，不应忽视，毕竟细化架构设计是

整个架构设计过程中的一个阶段。例如，在第 9 章进行的“基于鲁棒图的初步设计”，以及第 9

章进行的高层分割考虑（如图 13-29 所示）。 

 
图 13-29 （重复图 9-17）概念架构的思考常为逻辑视图设计提供基础 

第二，5 视图方法的运用，总体而言是 5 个视图的设计穿插进行的，对复杂系统而言，根本

不可能将逻辑视图设计完全之后再考虑其他视图。而本例的 PASS 系统具有很强的分布特点，所

以必然较早地考虑到物理视图对逻辑设计的影响。例如，PASS 服务器作为一个物理架构元素的

“节点（Node）”，它之上“跑”的逻辑架构元素“逻辑层（Layer）”有哪些呢？如图 13-30 所示，

它包含了业务层、集成层、数据访问层，但未包括展现层程序。 
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图 13-30  有 3 个 Layer 映射到作为物理节点的 PASS Server 

进入细化架构阶段的逻辑架构设计，常以初步设计为基础，借助分层细化、分区引入、机制

提取等手段。如图 13-31 所示，对 PASS 服务器软件进行逻辑架构的结构设计。 

 
图 13-31   PASS Server 的逻辑架构设计（中间成果） 

从结构设计跳到行为设计，常用手段是画序列图。图 13-32 是“实时检查处方功能”的序列

图——它处在逻辑架构设计的“螺旋式”整体思维套路的起始循环，是进一步深入设计的基础。 

 
图 13-32  实时检查处方功能：最初的序列图 
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有了不同职责单元之间具体的协作关系，就可以展开细致的“质疑”了——别忘了，架构设

计是质疑驱动的（相关标注同样显示在图 13-32 上）。 

 处方检查服务能被医生工作站访问到吗？毕竟前者位于 PASS 服务器上……于是，设计

中要进一步明确“远程调用机制”。 

 这样一个分布式的系统，访问服务之前要经过什么样的验证呢……于是，进一步考虑

安全性的支持。 

 不同的医生不停地开处方，处方检查功能会不会很慢？常用药的用药规则应该常驻内

存，这样才能提升性能……于是，设计中要进一步明确 Cache 等提升性能的机制。 

 …… 

于是，自然而然地，沿着逻辑架构设计的“螺旋式”整体思维套路思考，我们就能意识到“结

构设计”要继续完善和细化。基于对远程调用、安全性、高性能的质疑，改进“结构设计”后就

得到如图 13-33 所示的逻辑架构图。 

 
图 13-33  改进之后的逻辑架构 
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                       第 15章
   数据架构的难点：数据分布 

压力、没时间进行充分测试、含糊不清的规格说明……无论多努力工

作，还是会有错误。不过，造成无法挽回失败的，是数据库设计错误

和架构选择错误。 

——Stéphane Faroult，《SQL 语言艺术》 

针对不同的领域，由于信息资源类型及其存在的状态不同，信息资源

整合的需求存在较大差异。 

——彭洁，《信息资源整合技术》 

确定数据分布方案是数据架构设计的难点。越是大系统，数据分布越关键。因此，一线架构

师迫切须要建立数据分布策略的大局观。 

本章结合案例，讲解如何运用数据分布的 6 种具体策略。 

15.1  数据分布的 6种策略 

所谓分布式系统，不单单是程序的分布，还涉及数据的分布。而且，处理数据分布问题常常

更加棘手。 

根据系统数据产生、使用、管理等方面的不同特点，常采用不同的数据分布式存储与处理手

段。总体而言，可以归纳为以下 6 种策略： 

 独立 Schema（Separate-schema）。 

 集中（Centralized）。 

 分区（Partitioned）。 
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 复制（Replicated）。 

 子集（Subset）。 

 重组（Reorganized）。 

15.1.1  独立 Schema（Separate-schema） 

当一个大系统由相关的多个小系统组成，且不同小系统具有互不相同的数据库 Schema 定义，

这种情况称为“独立 Schema”。 

图 15-1 所示的示意图，说明了独立 Schema 方式的理解要点——“Application 不同，Schema

不同”。 

 
图 15-1  数据分布策略“独立 Schema”示意图 

如果可以，架构师应首选此种数据分布策略，以减少系统之间无谓的相互影响，避免人为地

将问题复杂化。 

15.1.2  集中（Centralized） 

指一个大系统必须支持来自不同地点的访问，或者该系统由相关的多个小系统组成，而持久

集中化数据进行集中化的、统一格式的存储。 

如图 15-2 所示，该方式的特点可用“集中存储、分布访问”来概括。 

 

图 15-2  数据分布策略“集中”示意图 
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15.1.3 分区（Partitioned） 

分区方式包含水平分区和垂直分区两种类型。 

当系统要为“地域分布广泛的用户”提供“相同的服务”时，常常采用水平分区策略。如图

15-3 所示，水平分区的特点可以概括为“两个相同，两个不同”——相同的应用程序、不同的应

用程序部署实例（instance），相同的数据模型、不同的数据值。 

 
图 15-3  “水平分区”示意图 

在实践中，水平分区的应用非常广泛，而垂直分区的作用相比之下要小得多。图 15-4 说明

了垂直分区方式的特点：不同数据节点的 Schema 会有“部分字段（Field）”的差异，但可以从同

一套总的数据 Schema 中抽取得到。 

 
图 15-4  “垂直分区”示意图 

另外，须要特别说明的是，本节所讲的“分区”不是指 DBMS 支持的“分区”内部机制——

后者作为一种透明的内部机制，编程开发人员感觉不到它的存在，常由 DBA 引入；而本节所讲

“分区”会影响到编程开发人员，或者应用部署工程师，一般由架构师引入。 
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15.1.4  复制（Replicated） 

在整个分布式系统中，数据保存多个副本，并且以某种机制（实时或快照）保持多个数据副

本之间的数据一致性，这就是复制方式的数据分布策略。如图 15-5 所示。 

 
图 15-5  数据分布策略“复制”示意图 

15.1.5  子集（Subset） 

“子集”是“复制”的特殊方式，就是某节点因功能或非功能考虑而保存全体数据的一个相

对固定的子集，如图 15-6 所示。 

 
图 15-6  数据分布策略“子集”示意图 

总体而言，子集方式和复制方式有着非常类似的优点： 

 通过数据“本地化”，提升了数据访问性能。 

 数据的专门副本，利于有针对性地进行优化（例如：支持大量写操作的 DB 副本应减

少 index，而以读为主的 DB 副本可设更多 index）。 

 数据的专门副本，便于提高可管理性，加强安全控制。 

不过，实践中常优先考虑子集方式，因为它与复制方式相比有两大优势： 

 减少了跨机器进行数据传递的开销。 

 降低了数据冗余，节省了存储成本。 

15.1.6  重组（Reorganized） 

业务决定功能，功能决定模型。当遇到数据模型不同时，一般都能够从功能差异的角度找到

答案。 
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重组这种数据分布策略，就是不同数据节点因要支持的功能不同，而以不同的 Schema 保存

数据——但本质上这些数据是同源的。于是，重组策略须要进行数据传递，但不是数据的“原样

儿”复制，而是以“重新组织”的格式进行传递或保存，如图 15-7 所示。 

 
图 15-7  数据分布策略“重组”示意图 

根据典型的应用背景，本书将重组分为两种类型：统计性重组、结构性重组。 

例如，如果总公司只须要掌握各分公司的财务、生产等概况信息，那么就不须要把下面的数

据原样复制到总公司节点，而是通过分公司应用对信息进行统计后上报。这叫“统计性重组”——

数据的重新组织较多地借助了抽取、统计等操作，并形成新的数据格式。 

“结构性重组”的例子，最典型的就是 BI 系统。生产系统的数据被进行整体重组，增加各

种利于查询的维度信息，并以新的数据 Schema 保存供 BI 应用使用。 

15.2  数据分布策略大局观 

没有大局观，就很难理性选择数据分布的策略。因此，我们来总体对比 6 种数据分布策略的

相同点及不同点。 

15.2.1  6种策略的二维比较图 

一图胜千言，再次借助图来揭示“复杂背后的简单”，如图 15-8 所示。 

 
图 15-8    6 种策略的二维比较图 
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如图 15-8 所示，根据系统的特点不同，架构师所规划的数据分布策略无非分为两种方式：

非复制方式、复制方式。 

非复制方式包括 3 种具体策略：集中、分区、独立 Schema。 

复制方式也包括 3 种具体策略：复制、子集、重组。 

图中的另一个对比视角是：数据节点的 Schema 是否相同。其中，独立模式和重组两种方式，

像它们的名字暗示的那样采用了不同的数据 Schema，而集中、分区、复制、子集这 4 种方式统

一使用了相同的数据 Schema。 

15.2.2  质量属性方面的效果对比 

选择数据分布策略，应特别关注它们在质量属性方面的效果。 

下面进行“冠军评选”，看看哪些策略分别在可靠性、可伸缩性、通信开销、可管理性，以

及数据一致性等方面表现最佳（如表 15-1 所示）。 

表 15-1  可靠性、可伸缩性、可管理性比较示意图 

 可靠性 可伸缩性 通信开销 可管理性 数据一致性 

独立 Schema   

集中 + + 
分区（指水平分区） + 

复制 + 
子集 
重组 

可靠性冠军：复制。冗余不利于修改，但有利于可靠性。总体而言，复制方式的数据分布策

略是可靠性的冠军。 

其实，复制方式的可靠性和最终的“复制机制”密切相关，例如每天以快照方式来同步数据，

不如实时同步的可靠性高。 

可伸缩性冠军：（水平）分区。Scale Up 会随着服务规模的增大变得越来越昂贵，而且它是

有上限的。对超大规模的系统而言，Scale Out 是必由之路。而（水平）分区的数据分布策略非常

方便支持 Scale Out。 

有的文献上说“复制”方式对可伸缩性的支持也非常高，这种观点只对了一半——当数据以

只读式“消费”为主时，通过复制增加服务能力的效果才好，否则为保证数据一致性而进行的“写

复制”会消耗不少资源。 

通信开销冠军：独立 Schema。独立 Schema“得这个奖”是实至名归。这很容易理解，既然

独立 Schema 方式强调“将一组数据与它关系密切的功能放在一起”的高聚合原则，那么覆盖不

同功能范围的应用之间就是松耦合的——用于传递数据的通信开销自然就小了。 

可管理性冠军：独立 Schema。是的，还是它！由专门的数据 Schema 分别支持不同的应用功



15.3  数据分布策略的 3条应用原则   159 

  一线架构师实践指南 

能，它们是相对独立的，便于进行备份、调整、优化等管理活动。 

因此，本章前面提到：“如果可以，架构师应首选此种数据分布策略，以减少系统之间无谓

的相互影响，避免人为地将问题复杂化。” 

可管理性冠军（并列）：集中。为什么会存在“并列冠军”呢？因为从绝对角度评价可管理

性是没有实际意义的。对采用了“数据大集中”的超大型系统而言，数据中心的管理工作依然颇

具挑战性，但相对于分散的存储方式而言可管理性已大有改观。可管理性应该视原始问题的复杂

程度而论，是相对的，而不是绝对的。 

数据一致性冠军：集中。所有用户面对同样的数据，免去了修改同一数据不同实例的“麻烦”，

便于保证数据的一致性。 

15.3  数据分布策略的 3条应用原则 

至此，我们已全面了解了数据分布的 6 种策略。下面，借助案例介绍数据分布 6 大策略的 3

条应用原则： 

 把握系统特点，确定分布策略（合适原则）。 

 不同分布策略，可以综合运用（综合原则）。 

 从“对吗”、“好吗”两方面进行评估优化（优化原则）。 

15.3.1  合适原则：电子病历 vs. 身份验证案例 

合适的才是最好的。“把握系统特点，确定分布策略”，这是再明白无误的基本原则了。 

医疗信息化中的电子病历可以复制，而各种系统常涉及的身份管理信息最忌讳复制。但为什

么呢？ 

一句话，这是由系统的特点决定的。病历常作为医生诊断和治疗疾病的依据，是很有价

值的资料。通过电子病历，可以将医务人员对病人患病经过和治疗情况所作的文字记录数

字化，因此，电子病历的基本内容属于只读数据。为解决下列问题，电子病历可采用复制策略

（例如在全省设置 3 个电子病历数据中心）： 

 各医院地域分布广，容易受到各种网络传输问题的干扰。 

 如果不能使用专网，还要考虑“跨网络”性能差的问题。 

相反，身份管理信息不适合采用复制方式。用户信息有很强的修改特性： 

 新用户注册，意味着将有数据 Insert 操作。 

 用户修改密码或其他信息时，将有 Update 操作…… 
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这时，如果采用复制，会造成大量数据同步操作。 

所以，身份管理信息要集中，电子病历可以通过复制来提升性能和可访问性。如图 15-9 所示。 

 
图 15-9  把握系统特点，确定分布策略（合适原则） 

15.3.2  综合原则：服务受理系统 vs. 外线施工管理系统案例 

当系统比较复杂时，其数据产生、使用、管理等方面可能很难表现出“压倒性”的特点。

此时，就须要考虑综合运用不同数据分布策略。 

电信 BOSS（业务运营支撑系统）是电信运营商的一体化支持系统，它主要由网络管理、系

统管理、计费、营业、账务和客户服务等部分组成。信息资源共享是 BOSS 系统规划时的核心问

题之一。 

图 15-10 所示，为客户申请服务开通所涉及的业务流程。 
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图 15-10  客户申请服务开通所涉及的业务流程 

其中自己“服务受理系统”和“外线施工管理系统”两个系统所覆盖的业务是相对独立的，

各有自己的业务数据，采用“独立 Schema”这种数据分布策略非常合适。至于两个系统之间存

在互操作的关系，通过远程服务调用等形式支持即可。 

单就“S 市电信服务受理系统”而言，应采用什么数据分布策略呢？考虑系统欲达到以下目

标： 

 服务受理系统，应提供跨全市各辖区的、统一的服务。这意味着，在全市任何一家营

业厅，都应该可以受理任何一个小区的电话开通业务。 

 例如，一个客户在浦东区居住，但在杨浦区上班，服务受理系统必须支持该客户在杨

浦区申请开通浦东区某小区的一部固定电话。 

 …… 

所以，数据应集中。  

再考虑“外线施工管理系统”。从业务角度，外线工作是典型的“划片分管”模式，一般由

支局负责。所以，推荐外线施工管理系统“开发一套，多点部署”——数据分布策略是：水平分

区。 

总结一下，本例综合应用了 3 种数据分布策略（如图 15-11 所示）： 

 独立 Schema——服务受理系统和外线施工管理系统的数据相互独立。 

 数据集中——服务受理系统。 

 水平分区——外线施工管理系统。 
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图 15-11  不同分布策略，可以综合运用（综合原则） 

15.3.3 优化原则：铃声下载门户案例 

架构设计是一个过程，合理的架构往往需要团队甚至外部的意见，因此注重优化原则很

重要。一个有用的技巧是：当难以“一步到位”地做出数据分布策略的正确选择，以及

还存在质疑时，应从“对吗”、“好吗”两方面进行对比、评估、优化。 

关于铃声下载门户的数据存储方案，张、王、李、赵 4 人分别提出了 4 种方案：分区、复制、

子集、集中。他们各不相让，几乎要吵起来了…… 

解决分歧、优化设计的办法是从“对吗”、“好吗”两方面进行对比评估。思维过程如表 15-2

所示： 

 分区。在功能支持方面，没有任何问题。但是在非功能方面不好，例如没有解决性能

的问题。 

 复制。在功能支持方面依然没有任何问题。但是太贵，大量并不流行，甚至无人感兴

趣的铃声被多次复制是毫无意义的。 

 子集。在非功能方面有着独有的优势，将部分流行的铃声在多点进行复制存储既促进

了性能，又没有增加过多成本。但子集方式必然是一种辅助方式，因为它需要和另一

种支持所有铃声保存的策略一起使用。 

 集中。用它和子集策略“搭配”，最为合适。 
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表 15-2  从“对吗”、“好吗”两方面进行对比评估，利于找到优化的方案 

 提出者 
对 吗 ？ 

（功能方面） 

好 吗 ？ 

（非功能方面）
备 注 

分区 小张 100 30 略显盲目 

复制 老王 100 20 优点：性能高。缺点：

浪费惊人 

子集 小李 30 90 二八原则，热门铃声性

能高 

集中 小赵 100 50 比铃声分区式分布存储

简单 

如此一来，总体的数据分布策略方案呈现出来：集中策略 + 子集策略。图 15-12 所示的架

构图说明了这一点。 

 
图 15-12  铃声下载门户的数据分布策略 


