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　　摘　要：为了提高传统ＪＤＢＣ框架的复用性，分析了工厂设计模式的三种具体形式：简单工厂、工厂方
法和抽象工厂。阐述了三者之间的优缺点，从进化和退化两个方面分析了三者之间的转换关系。将工厂设

计模式与ＪＤＢＣ相结合，设计了一个数据持久层模型，给出了该模型的设计思想与若干核心代码。通过相关

分析与测试表明：将工厂设计模式应用到持久层的设计中能够减少代码的冗余度、提高复用性和扩展性。
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０　引　言

工厂设计模式属于创建型模式中使用最为频

繁的一种，它的主要思想是将对象的创建封装到一
种称为“工厂”的类中，从调用方角度来看，需要“产
品”时，不需要亲自创建出来，通过调用工厂对象的
方法就可以得到对象。因此，合理的使用工厂设计
模式能够将对象的创建和使用相分离，从而减少类
之间的耦合度，提高复用性。本文首先介绍了工厂
设计模式中的三种具体形式：简单工厂模式、工厂
方法模式和抽象工厂模式，详细描述了每种形式的

组成以及各角色在模式中承担的功能，从进化和退
化两个方面分析了它们三者之间的转换关系。最
后，以ＪＤＢＣ作为Ｊａｖａ　ＥＥ应用持久层解决方案的
背景下，将工厂模式的三种具体形式应用到持久层
的设计过程中，提出了一个数据持久层模型，对该
模型的设计过程进行了分析，通过相关测试证明了
它的有效性。

１　工厂设计模式分析

１．１　简单工厂模式

　　简单工厂模式包含三个角色［１］：抽象产品、具
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体产品和工厂。抽象产品角色是工厂所创建的所
有对象的共同父类，描述了所有产品的公共接口。
具体产品是该模式的创建目标，所有创建的对象都
充当这个角色的某个具体类的实例。工厂角色对
外提供一个静态的工厂方法用来创建所有的具体

产品，通过参数动态决定所创建产品的类型，方法
内部针对参数形成判断逻辑。当产品类型发生变
化时会导致判断逻辑的变化，所以简单工厂模式不
满足“开闭原则”。

１．２　工厂方法模式
工厂方法模式［２］一共包含４个角色：抽象产

品、具体产品、抽象工厂和具体工厂。抽象产品是
产品对象的共同父类或接口。具体产品由某种类
型的具体工厂所创建。抽象工厂用来声明工厂方
法并返回产品。具体工厂用来创建一个具体的产
品类对象，其中包含了与应用程序密切相关的逻
辑。具体工厂与具体产品一一对应。相对于简单
工厂，工厂方法在工厂这一侧进行了抽象，将具体
产品的创建延迟到工厂子类中进行。如果系统中
引入了新的产品，那么只需要创建新的产品和新的
工厂即可，系统中原来的产品和工厂类不需要修
改，所以工厂方法很好的满足了“开闭原则”。

１．３　抽象工厂模式
工厂方法模式中只能生产一种类型的产品，当

产品种类多于一种时，工厂方法模式就不满足“开
闭原则”，此时只能使用抽象工厂模式。理解抽象
工厂模式首先要明确两个概念：产品等级结构和产
品族［３－４］。前者表示产品一侧的泛化关系，后者表
示同一个工厂所生产的、位于不同等级结构中的一
组不同种类的产品。抽象工厂定义一组生成抽象
产品的方法，每个方法对应一个产品等级结构。具
体工厂生产一组具体产品形成一个产品族，每一个

产品都位于某个产品等级结构中。抽象产品用于
定义产品的抽象业务。具体工厂生产具体产品
对象。

１．４三者的优缺点及转换
工厂设计模式的核心在于将对象的创建和对

象本身业务处理相分离，降低系统的耦合度，使两
者的修改变得简单。简单工厂模式将所有产品的
创建过程封装到工厂类的静态方法中，通过传入正
确的参数即可获得所需对象。但是工厂类的任务
相对繁重，尤其是在产品类过多的情况下，工厂类
会有繁琐的判断逻辑；而且增加新产品的同时需要
修改判断逻辑。
工厂方法模式在工厂一侧引入了泛化关系，它

的实现依赖于工厂角色与产品角色的多态性。把
原来集中创建产品对象的方式改为分散式创建，每
一个具体工厂创建每一种具体产品。如果有新产
品的加入，只需增加具体产品类和对应的具体工厂
类即可，原来的代码无需更改。
但是工厂方法模式只能创建类型单一的产品，

当产品类型增多时，系统中类的个数成对增加，提
高了系统的复杂度和编译开销。
抽象工厂模式解决了工厂方法模式所创建产

品种类单一的问题，它提供一个创建一系列相关或
相互依赖对象的接口，而无须指定它们具体的
类［５－６］。产品等级结构决定了产品种类的个数，产
品族决定了具体工厂的个数。从产品族的角度而
言，增加新的具体工厂时无须修改原有代码，满足
开闭原则；从产品等级结构的角度而言，增加新的
产品类型时需要修改其中的抽象工厂角色代码，同
时还要修改各个具体的工厂类。所以，抽象工厂模
式对于开闭原则具有半倾斜性［７］。它们三者的优
缺点及转换关系见表１。

表１　工厂设计模式的优缺点及转换关系表

模式名称 优点 缺点 进化 退化

简单工厂模式
集中创建所有产品，通过简

单参数与具体产品对应

工厂角色职责繁重，不满足

开闭原则

对工厂进行抽象，即可进化

为工厂方法模式
无

工厂方法模式
工厂角色进行了抽象，增加

新产品时满足开闭原则。

每个具体工厂只能生产一种

产品

具有两个及其以上数量的产

品种类，即可转换为抽象工

厂模式

工厂等级结构中只有一个

具体工厂类，即退化为简

单工厂

抽象工厂模式

一个产品族中的多个对象被

设计成一起工作时，能够确

保调用端只使用同一个产品

族中的对象。

高度抽象，难于理解。扩展

产品等级结构时不满足开闭

原则。

无
产品等级结构的个数为１

时，退化为工厂方法模式。
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２　工厂设计模式在Ｊａｖａ　ＥＥ持久层的应用

Ｊａｖａ　ＥＥ的持久层用来封装数据持久化逻辑
并为业务层提供访问数据源的接口，提供诸如数据
源连接、查询、存储过程、数据格式修正和错误处理
等功能［８］。其目的是为了解耦合业务处理和数据
存取，为企业应用形成一个高效、稳定的数据访问
环境。由于关系型数据库在数据存储方面仍然占
据主导地位，所以围绕ＳＱＬ产生出了很多数据持
久层解决方案：包括ＪＤＢＣ、全自动化的 ＯＲＭ（例
如 Ｈｉｂｅｒｎａｔｅ）、半自动化的 ＯＲＭ（例如 ＭｙＢａｔｉｓ）
以及ＪＤＯ等。其中ＪＤＢＣ是最原生态的ＳＱＬ解
决方案，具有执行效率最高、易于掌握等特点，但也
有复用率低、不易扩展等缺点。本节主要讨论如何
将工厂设计模式应用到ＪＤＢＣ中并设计一个数据
持久层模型。

２．１　抽象工厂模式的应用
结合应用背景，分析出产品等级结构和产品族

是应用抽象工厂模式的关键。为了隔离业务逻辑
与持久化逻辑，Ｊａｖａ　ＥＥ规范推荐采用ＤＡＯ模式。
通常的做法是在ＤＡＯ接口中定义相关的持久化
方法，ＤＡＯ实现类中应用某种具体的持久化技术
来完成持久化方法［９］。由于一个系统中存在多个
不同的实体对象，它们所对应的ＤＡＯ可以看作产
品等级结构；由于不同数据库具有ＳＱＬ“方言”，在
执行相同的持久化逻辑时ＳＱＬ语句会有所差别，
因此在某个特定数据库下的各种ＤＡＯ的实现类
可以看作一个产品族。业务层要对实体对象进行
持久化操作必须通过工厂获取对应的ＤＡＯ对象。
以 ＭｙＳＱＬ数据库为例，部分角色的代码如下：

ｐｕｂｌｉｃ　ｉｎｔｅｒｆａｃｅＤＡＯＦａｃｔｏｒｙ
｛　　／／定义系统中所有实体对象的ＤＡＯ
ＵｓｅｒＤＡＯ　ｃｒｅａｔｅＵｓｅｒＤＡＯ（）；

ＤｅｐａｒｔｍｅｎｔＤＡＯ　ｃｒｅａｔｅＤｅｐａｒｔｍｅｎｔＤＡＯ（）；
……………………
｝
每个具体的数据库对应一个具体工厂，代码

如下：

ｐｕｂｌｉｃ　 ｃｌａｓｓＭｙＳＱＬＤＡＯＦａｃｔｏｒｙ
ｉｍｐｌｅｍｅｎｔｓ　ＤＡＯＦａｃｔｏｒｙ

｛

ｐｕｂｌｉｃ　ＵｓｅｒＤＡＯ　ｃｒｅａｔｅＵｓｅｒＤＡＯ（）｛

ｒｅｔｕｒｎ　ｎｅｗ　ＭｙＳＱＬＵｓｅｒＤＡＯＩｍｐ（）；

｝

ｐｕｂｌｉｃＤｅｐａｒｔｍｅｎｔＤＡＯ
ｃｒｅａｔｅＤｅｐａｒｔｍｅｎｔＤＡＯ（）｛

ｒｅｔｕｒｎ　ｎｅｗ　ＭｙＳＱＬＤｅｐａｒｔｍｅｎｔＤＡＯＩｍｐ（）；
｝
……………………………………………
｝

２．２　工厂方法模式的应用

ＪＤＢＣ的操作一般包括４个步骤［１０］：（１）加载
驱动；（２）获取Ｃｏｎｎｅｃｔｉｏｎ；（３）创建相关Ｓｔａｔｅｍｅｎｔ
对象并执行ＳＱＬ语句；（４）释放资源。为了减少代
码的冗余度，定义抽象类ＪＤＢＣＵｔｉｌ用来执行步骤
（１）、（２）和（４），将该类对象看作工厂模式中的唯一
抽象产品，定义ＪＤＢＣＵｔｉｌＦａｃｔｏｒｙ当作工厂方法模
式中的抽象工厂，每种具体数据库对应一个ＪＤＢ－
ＣＵｔｉｌ和ＪＤＢＣＵｔｉｌＦａｃｔｏｒｙ的实现类，分别当作具
体产品和具体工厂。根据上述分析，具体产品角色
代码如下：

ｐｕｂｌｉｃ　ｃｌａｓｓＭｙＳＱＬＪＤＢＣＵｔｉｌ　ｅｘｔｅｎｄｓ　ＪＤＢ－
ＣＵｔｉｌ

｛　ｓｔａｔｉｃ｛

Ｃｌａｓｓ．ｆｏｒＮａｍｅ（"ｃｏｍ．ｍｙｓｑｌ．ｊｄｂｃ．Ｄｒｉｖｅｒ"）；

　　
……………．｝

ｐｕｂｌｉｃ　ＣｏｎｎｅｃｔｉｏｎｇｅｔＣｏｎｎｅｃｔｉｏｎ（）ｔｈｒｏｗｓ
ＳＱＬＥｘｃｅｐｔｉｏｎ｛

ｒｅｔｕｒｎ　ＤｒｉｖｅｒＭａｎａｇｅｒ．ｇｅｔＣｏｎｎｅｃｔｉｏｎ（"ｊｄｂｃ：

ｍｙｓｑｌ：／／ｌｏｃａｌｈｏｓｔ：３３０６／ｄｂＮａｍｅ"，”ｒｏｏｔ”，”

ｒｏｏｔ”）；
｝
具体工厂角色代码如下：

ｐｕｂｌｉｃ　ｃｌａｓｓＭｙＳＱＬＪＤＢＣＵｔｉｌＦａｃｔｏｒｙ　ｉｍｐｌｅ－
ｍｅｎｔｓ　ＪＤＢＣＵｔｉｌＦａｃｔｏｒｙ

｛

ｐｕｂｌｉｃＪＤＢＣＵｔｉｌ　ｃｒｅａｔｅＪＤＢＣＵｔｉｌ（）｛

ｒｅｔｕｒｎ　ｎｅｗ　ＭｙＳＱＬＪＤＢＣＵｔｉｌ（）；
｝
｝

２．３　简单工厂模式的应用
通过对２．３节的代码分析可以看出：不同数据

库所对应的具体产品和具体工厂的代码结构相同，
不同 之 处 在 于 ＪＤＢＣ 驱 动 的 名 称 和 创 建

Ｃｏｎｎｅｃｔｉｏｎ对象时传入的 ＵＲＬ参数。为了进一
步减少冗余度，将这些参数定义到配置文件中，在
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程序运行时通过读取配置文件动态传入。这样的
话，对于工厂方法模式而言，产品和工厂就不存在
抽象层，从而退化成为简单工厂模式。
首先，定义读取配置文件的类－ＪＤＢＣＣｏｎｆｉ－

ｇＲｅａｄｅｒ，其中关联一个Ｐｒｏｐｅｒｔｉｅｓ对象，该对象用
于读取ｐｒｏｐｅｒｔｉｅｓ类型的配置文件。ｐｒｏｐｅｒｔｉｅｓ类
型的配置文件具有易于理解、读写简单等特点，以

＜Ｋ，Ｖ＞键值对形式存放数据。由于配置文件中
的内容只需读取一次，放入内存供其它对象使用，
所以ＪＤＢＣＣｏｎｆｉｇＲｅａｄｅｒ采用单例模式封装。
然后，定义简单工厂模式中的产品和工厂类。

产品类的代码如下：

ｐｕｂｌｉｃ　ｃｌａｓｓＪＤＢＣＵｔｉｌ　
｛ｓｔａｔｉｃ｛

Ｃｌａｓｓ． ｆｏｒＮａｍｅ （ＪＤＢＣＣｏｎｆｉｇＲｅａｄｅｒ．
ｇｅｔＩｎｓｔａｎｃｅ（）．ｇｅｔＰｒｏｐｅｒｔｉｅｓ（）．ｇｅｔＰｒｏｐｅｒｔｙ（"

ＤｒｉｖｅｒＣｌａｓｓ"）；
｝

ｐｕｂｌｉｃ　ＣｏｎｎｅｃｔｉｏｎｇｅｔＣｏｎｎｅｃｔｉｏｎ（）ｔｈｒｏｗｓ
ＳＱＬＥｘｃｅｐｔｉｏｎ｛

Ｓｔｒｉｎｇ　ｕｒｌ＝ＪＤＢＣＣｏｎｆｉｇＲｅａｄｅｒ．ｇｅｔＩｎｓｔａｎｃｅ
（）．ｇｅｔＰｒｏｐｅｒｔｉｅｓ（）．ｇｅｔＰｒｏｐｅｒｔｙ（"ＤＢＵＲＬ"）；

Ｓｔｒｉｎｇ　ｕｓｅｒＮａｍｅ＝ＪＤＢＣＣｏｎｆｉｇＲｅａｄｅｒ．ｇｅｔＩｎ－
ｓｔａｎｃｅ（）．ｇｅｔＰｒｏｐｅｒｔｉｅｓ（）．ｇｅｔＰｒｏｐｅｒｔｙ（" ＤＢＵｓｅｒ－
Ｎａｍｅ"）；

Ｓｔｒｉｎｇ　ｐａｓｓｗｏｒｄ＝ＪＤＢＣＣｏｎｆｉｇＲｅａｄｅｒ．ｇｅｔＩｎ－
ｓｔａｎｃｅ（）．ｇｅｔＰｒｏｐｅｒｔｉｅｓ（）．ｇｅｔＰｒｏｐｅｒｔｙ（" ＤＢＰａｓｓ－
ｗｏｒｄ"）；

　ｒｅｔｕｒｎ　ＤｒｉｖｅｒＭａｎａｇｅｒ．ｇｅｔＣｏｎｎｅｃｔｉｏｎ（ｕｒｌ，

ｕｓｅｒＮａｍｅ，ｐａｓｓｗｏｒｄ）；
｝｝
工厂类的代码如下：

ｐｕｂｌｉｃｃｌａｓｓ　ＪＤＢＣＵｔｉｌＦａｃｔｏｒｙ
｛

ｐｕｂｌｉｃ　ｓｔａｔｉｃ　ＪＤＢＣＵｔｉｌ　ｃｒｅａｔｅＪＤＢＣＵｔｉｌ（）｛

　　　ｒｅｔｕｒｎ　ｎｅｗＪＤＢＣＵｔｉｌ（）；｝
｝
与２．３节的代码对比可以看出：将不同数据库

的相关ＪＤＢＣ参数存储到配置文件后，工厂方法模
式退化成了简单工厂模式，产品和工厂两个角色都
变成了一个对象，不但减少了产品类和具体工厂类
的个数，而且工厂类在创建产品对象时也避免了逻
辑判断。

２．４　业务层对持久层的调用
假定当前系统中的一个实体对象是 Ｕｓｅｒ，它

对应的ＤＡＯ实现类的代码如下：

ｐｕｂｌｉｃ　 ｃｌａｓｓＭｙＳＱＬＵｓｅｒＤＡＯＩｍｐ
ｉｍｐｌｅｍｅｎｔｓ　ＵｓｅｒＤＡＯ

｛

　　／／通过ＪＤＢＣＵｔｉｌ工厂得到ＪＤＢＣＵｔｉｌ产
品　　
ｐｒｉｖａｔｅＪＤＢＣＵｔｉｌ　ｊｄｂｃＵｔｉｌ＝ｎｅｗ　ＪＤＢＣＵｔｉｌ－

Ｆａｃｔｏｒｙ（）．ｃｒｅａｔｅＪＤＢＣＵｔｉｌ（）；
／／相关实体类的持久化方法

ｐｕｂｌｉｃｂｏｏｌｅａｎ　ａｄｄＵｓｅｒ（Ｕｓｅｒ　ｕｓｅｒ）
｛

Ｃｏｎｎｅｃｔｉｏｎ　ｃｏｎ＝ｊｄｂｃＵｔｉｌ．ｇｅｔＣｏｎｎｅｃｔｉｏｎ（）；
………………………
｝
｝
将当前实际使用的数据库所对应的 ＤＡＯ工

厂类信息写到配置文件中，将抽象工厂模式中的具
体工厂当作简单工厂模式中的具体产品，通过反射
机制创建出具体的ＤＡＯ工厂，如下代码所示：

ｐｕｂｌｉｃ　ｃｌａｓｓＤＡＯＦａｃｔｏｒｙ
｛

　 　 ｐｕｂｌｉｃ　 ｓｔａｔｉｃＤＡＯＦａｃｔｏｒｙ
ｇｅｔＤＡＯＦａｃｔｏｒｙ（）

　　｛　ＤＡＯＦａｃｔｏｒｙ　ｆａｃｔｏｒｙ＝ｎｕｌｌ；

Ｓｔｒｉｎｇ　 ＤＡＯＦａｃｔｏｒｙＮａｍｅ ＝
ＪＤＢＣＣｏｎｆｉｇＲｅａｄｅｒ．ｇｅｔＩｎｓｔａｎｃｅ（）．ｇｅｔＰｒｏｐｅｒｔｉｅｓ
（）．ｇｅｔＰｒｏｐｅｒｔｙ（" ＤＡＯＦａｃｔｏｒｙ" ）；ｆａｃｔｏｒｙ＝
（ ＤＡＯＦａｃｔｏｒｙ ） Ｃｌａｓｓ． ｆｏｒＮａｍｅ
（ＤＡＯＦａｃｔｏｒｙＮａｍｅ）．ｎｅｗＩｎｓｔａｎｃｅ（）；｝

　　　ｒｅｔｕｒｎ　ｆａｃｔｏｒｙ；

　　｝｝
当业务层要获取相关实体的ＤＡＯ对象时，执

行下面代码：

ＤＡＯＦａｃｔｏｒｙ　ｆａｃｔｏｒｙ＝ ＤＡＯＦａｃｔｏｒｙＣｏｎｆｉｇ．
ｇｅｔＤＡＯＦａｃｔｏｒｙ（）；

ＵｓｅｒＤＡＯ　ｕｓｅｒＤＡＯ＝ｆａｃｔｏｒｙ．ｇｅｔＵｓｅｒＤＡＯ
（）；
通过上述分析可以看出：业务层对于持久层方

法的调用，首先通过简单工厂读取配置文件得到抽
象工厂模式的具体ＤＡＯ工厂，然后将具体ＤＡＯ
工厂生产的ＤＡＯ产品赋值给抽象ＤＡＯ，通过抽
象ＤＡＯ调用相关实体的持久化方法。这时与业
务层进行通信的只是抽象ＤＡＯ工厂和抽象ＤＡＯ
产品。业务层不需要知道当前ＤＡＯ对象由哪个
具体的工厂创建。因此，不论使用哪种数据库，对

９３１



计算技术与自动化 ２０１７年６月

业务层的调用来说没有任何影响，满足持久层支持
多数据库的要求。综合上述，本文设计的持久层模
型如图１所示。

图１　基于工厂设计模式与ＪＤＢＣ的持久层类图

２．５　工厂设计模式应用评价
将本文设计的数据持久层模型与传统ＪＤＢＣ

进行比较，观测点为执行效率与复用率。其中不包
括ＤＡＯ，因为ＤＡＯ的代码与具体业务相关，测试
工具为ＪＵｎｉｔ和ＪＤＫ的Ｅｘｅｃｕｔｏｒ并发框架。在单
机环境下采用单线程和多线程（并发量为５０）两种
形式，执行时间为多次执行的平均值，测试结果见
表２和表３。可以看出工厂设计模式的应用提高
了代码的复用率，尤其是简单工厂模式＋反射读取
配置文件来创建对象的方式，完全可以复用。在执
行效率方面，本文设计的持久层模型与传统ＪＤＢＣ
的执行开销差别很小。在多线程情况下，本文模型
效率略有提高。这表明工厂设计模式在提高复用
率的情况下，虽然增了的类与对象的调用开销，但
对性能的影响可以忽略，因此本模型是有效、可
靠的。

表２　持久层代码复用情况对比表

名称 代码总行数 可复用代码总行数 可复用率

传统ＪＤＢＣ　 ６５　 ２０　 ３０％
本文持久层模型 １３３　 ５８　 ４３％

表３　持久层代码执行时间对比表

名称 单线程方式（单位：秒）多线程方式（单位：秒）

传统ＪＤＢＣ　 ０．３４５Ｓ ０．１６５Ｓ
本文持久层模型 ０．３５５Ｓ ０．１１５Ｓ

３　结　论

本文对工厂设计模式进行了研究，分析了他们
的优缺点和转换关系。将工厂设计模式与ＪＤＢＣ
相结合，提出了一种数据持久化模型。通过实际测
试表明工厂设计模式能够很好的将对象的创建和

使用相分离，向调用方屏蔽对象的创建过程，在不
增加过多额外开销的情况下，提高了代码的复用
率、扩展性和维护性。为开发人员在设计过程中合
理使用工厂设计模式提供了一定的参考。
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